BASIC means two things. First, BASIC means the Hewlett-Packard version of the BASIC programming language. And second, BASIC is the operating system provided with your computer (actually one of several timeshare systems offered by Hewlett-Packard.)

When you are using BASIC the programming language, you construct a set of instructions (called statements) which are to be performed by the computer when your program is run. Statements can be simple instructions such as PRINT "BLA-BLA" or involved instructions containing formulas and other intricacies. A program generally consists of many statements which tell the computer to perform a specific job. When a program is run, the statements are performed in the exact sequence that you number them.

When you are talking directly to the BASIC operating system, you issue commands which are carried out immediately by the computer. Commands tell the operating system to run a program, create a file, or some such task, and are generally brief, consisting of one or two words. Commands are never included in a program.

To master BASIC then, all you need to do is understand the various statements and commands available to you. This manual defines the most commonly used BASIC statements and commands, and will enable you to write simple, effective programs on any HP Timeshare BASIC system*. The complete set of BASIC statements and commands available to you is explained in the reference manual appropriate to your HP system. The latest HP Timeshare BASIC system is described in the HP 2000/ACCESS BASIC Reference Manual (22687-90001).

---

*Learning Timeshare BASIC is not applicable to the Hewlett-Packard Timeshared BASIC/2000, Level E, System.
the terminal

Before you get under way, be sure you have familiarized yourself with your terminal. The terminal is the device through which you talk to the computer and by which the computer speaks with you. Your terminal may be either a printing device (rather like a typewriter) or a video display screen device (sort of a cross between a typewriter and a television).

A printing device looks like this.

A video display screen terminal looks like this.

Either type of terminal may be used with BASIC, provided you know how to do the following operations:

1. How to turn the terminal on and off.
2. How to establish a connection between the terminal and the computer.
3. How to enter data and complete an entry.
4. How to correct mistakes, for example — erasing lines and backspacing over incorrect answers.
5. How to "break in" or override terminal activity in an emergency.
6. Where to find help when all else fails.
HOW TO TURN THE TERMINAL ON AND OFF

Look for the switch on the keyboard, on the side casing, at the back, or even on the bottom of the terminal. Turn it to ON, or if there are options, turn the switch to the position called LINE. Be sure to turn the switch to OFF when you have finished using the terminal.

HOW TO ESTABLISH A CONNECTION

Once the terminal is on, press the keys marked RETURN and LINE FEED. If the terminal is connected directly, the computer will say PLEASE LOG ON. If the terminal is not connected, the computer will say nothing at all and you must phone the computer to establish the connection. Procedures for calling a computer are included at the end of this manual.

HOW TO COMPLETE AN ENTRY

Every line of data you type must be terminated by the RETURN key. This key signals the computer that you have finished a line of input. The computer can respond by advancing the terminal to the next line permitting you to continue with your input, or even by asking you a new question. Remember — a line of input may consist of only one word or character. You must still press the RETURN key to indicate that you are finished. A line or character may be erased only before the RETURN key is pressed. So be sure you like what you typed before you press the RETURN key and send it to the computer.

HOW TO CORRECT MISTAKES

If you realize that you've made a typing error and have not yet finished typing the line of data containing the error, you can erase the line by holding down the CONTROL key and the X key at the same time. The line is thus effectively "erased" and the terminal advances to a clean line so that you may try typing the data again.

\[\text{THIS IS THE DATA} \quad \text{CONTROL/X prints a backward slash (\)}, \text{erases the line, and advances the terminal.}\]
A single character in a line can also be erased. Press the CONTROL key and the H key simultaneously to erase the last character you typed. Then type the character you really wanted in the first place. If you erred for more than just one character, hold down the CONTROL key and press the H key together for each character to be erased.

THIS IS THE DATT A Control/H prints an ← or _ and erases the last character.

Notice: The character keys used for correction may differ according to terminal. Experiment with your terminal until you are sure that you know how to erase lines and/or characters.

HOW TO BREAK IN

The BREAK key lets you stop a running (or runaway) program. This is an emergency button that lets you regain control of the terminal by interrupting a program when necessary. Of course, interrupting a program destroys what it was accomplishing, and you have to restart it by typing RUN. And it does start again, from the beginning.
logging on & off

Logging on is the way in which you establish contact with the BASIC operating system. All you have to do to log on is to type HELLO and then identify yourself by user name and password.

HELLO-B123,SECRET

That’s an example of logging on.

HELLO— is the command you must use. By the way it can be abbreviated to HEL— if you prefer.

B123 is my user name, you’ll have to use the one assigned to you, of course. Just ask your system manager.

SECRET is my password. Once again you’ll have to use your own. You can be really clever and invent a password that is entered with the CONTROL key so that it doesn’t print, if you want to. Up to six digits or characters may be used in your password. The system manager is the only other person who needs to know what your password is.

The dash (—) after HELLO and the comma (,) between the user name and password must be typed just as shown in the example. If you forget to include them, you won’t be logged on.

Now, using your user name and password, try logging on for yourself. Be sure that your terminal is turned on and connected to the computer. Then press the carriage return key and line feed key to position the carriage and introduce yourself to the computer.

HELLO—A135,ME  HEL—B042,MS-SMT  HEL—C430,MN#$%

Once you’ve introduced yourself, the computer begins to talk to you. First, it may print the day, date, and time. Then most likely, it will tell you its name and give you some free advice about getting news messages that have been stored for terminal users. The last time I logged on, the computer said
Having logged on, you may either create a program, or get an old one already stored in the computer and run it. To get a program you use the command GET—followed by the name of the program you want. To run the program type RUN. That's what the line GET/RUN $SCOOP FOR NEWS, ETC. means in the computer message above. I could have typed

\[
\text{GET- $SCOOP} \\
\text{RUN}
\]

for news, but I didn't. If your computer has a similar feature, it will tell you as soon as you log on.

Try it!

\[
\ast \ast \ast \ast \ast
\]

Whenever you'd like to terminate your working relationship with the operating system, just log off...by typing

\[
\text{BYE}
\]

That's all it takes.

You can log off any time (provided a program isn't running). Just enter the command BYE, turn off your terminal and go home. But remember, once you've logged off you cannot speak to the computer again without first logging on. And, logging off erases any programs you might have been using or creating. So you have to start from scratch when you log on again.

As far as starting from scratch and creating programs goes...read on
A program is a set of statements. Each statement is an instruction to the computer. Each statement consists of one line of information and each is given its own number. Line numbers tell the computer the order in which the statements are to be performed. When you create a program, you enter statements (one at a time) at the terminal.

Okay, let’s enter a program.

You’re all logged on and ready to go — so type

```
SCR
10 PRINT 2+2
20 END
RUN
```

The computer then types

```
4
DONE
```

That’s it. You did it. You entered and executed your program. But to clarify exactly what happened, let’s do it one more time, a bit more slowly.

```
SCR
10 PRINT 2+2
20 END
RUN
```

The first thing you did was to type the characters SCR (followed by a carriage return). This command told the computer to scratch (delete) any existing programs or data in its memory to make room for the new program.

```
10 PRINT 2+2
20 END
```

Next, you typed your program, consisting of two lines. Line #10 said print the result of the arithmetic expression 2 plus 2. Line #20 said this is the end of the program.

```
RUN
4
DONE
```

Lastly, you executed or ran your program by typing the command RUN.

```
RUN
```

Performing the instructions in your program, the computer evaluated the arithmetic expression 2 plus 2 and printed the answer: 4.

```
DONE
```

The computer said it had finished with your program.

```
DONE
```

That is how the program was created and how it worked when it was executed.
Now, type RUN again.

```
RUN
4
DONE
```

The computer printed 4 again. That means that your program is still in memory within the computer and you can execute as often as you like.

Type SCR and then RUN and see what happens.

```
SCR
RUN
DONE
```

Nothing happens. Your program isn't in there any more. You scratched it by entering the SCR command. Now to execute your program, you must re-enter it. If you should log off, you'll also have to re-enter your program the next time you wish to use it. Logging off removes a program from memory as effectively as does typing SCR.

**REVIEW TIME**

PS: The answers are in the back, if you need them.

1. The two commands we used were SCR and RUN. What did SCR tell the computer to do? How about RUN?

2. Our program consisted of the two lines

   ```
   10 PRINT 2+2
   20 END
   ```

   What were the line numbers? Which line will always be executed first by the computer? What would happen if the line numbers were reversed? Or omitted? Try it and see.

3. 2+2 is an arithmetic expression. What did the computer do with it when the program was executed? What do you think would happen if the expression read 2–2? Try it and see.

4. See what happens if you put the arithmetic expression in quotes, such as

   ```
   10 PRINT "2+2"
   ```

   You have just converted the arithmetic expression to a string of characters. Strings enclosed in quotes are printed just as they are, as you just found out.
tricks of the trade

Now that you've written a program, there are other things that you can learn to do with it besides executing it. For instance, you can list the contents of a program, give it a name, or include notes among a program's statements.

Whenever you type the command LIST the computer prints your program for you right at the terminal. Each line in the program is printed in its proper sequence so that you can see exactly how the statement will execute. Take your program from the previous pages and type it back into the computer if you've scratched it, then type

LIST

the program is printed immediately by the computer.

10 PRINT 2+2
20 END

The LIST command helps you check out your program periodically as you are creating it, find just where you need to insert lines, locate unnecessary lines, and of course, permits you to just admire the product of your genius. It also shows the program re-ordered by statement number even if you entered statements out of sequence.

* * * * *

At any time during entry of your program, you may give it a name, if you like. A program's name is totally up to your imagination. It can be from one to six characters in length and may be composed of any digits or letters that print at your terminal. (In other words, the CONTROL key cannot be used for names.) A program's name may not contain any characters other than digits or letters.

Let's give your program an appropriate name — how about ADAM! Okay, we must use the command NAME— (yes, the hyphen must be included.) Type

NAME-ADAM

Done. Your program now has a name and can be referenced by that name for later use. We'll explain more about referencing a program later on in the manual. But here's a clue, it has to do with the command GET— (if you really can't stand the suspense, rush ahead to the topic "your own library" — but that really is cheating.)
As we’ve already said, a program is composed of statements that are executed by the computer when the program is run. But did you know that you can insert remarks in your programs without disturbing the statements that the computer will execute? You can! These remarks may relate to what the program is intended to do or to how the program is handling a certain problem. Or your remarks may simply be reminders about features to be added to the program or something you want to develop further at a later time. Remarks say whatever you want them to say and have nothing to do with the performance of the program. They are, however, given line numbers and are listed with the rest of the program by the computer.

All you have to do to enter a remark is to preface it with the statement REMARK. To illustrate, let’s add a note to your original program.

```
5 REMARK*THIS IS MY FIRST PROGRAM
```

Now let’s list the program with its new name and pertinent comment.

```
LIST
ADAM

5 REMARK*THIS IS MY FIRST PROGRAM
10 PRINT 2+2
20 END
```

Now let’s see if it still runs the way it used to.

```
RUN
4
DONE
```

Yes indeed. The very same results.

Writing notes within a program is called documentation and is regarded by many as an important aspect of programming. A properly documented program can be understood and used by any BASIC programmer; while an undocumented program can result in hours of frustration. Be sure to sprinkle ample notes in your more complex programs, either during or after the act of creating them. It will help you to remember what the program is supposed to do. And it will make it possible for other programmers to use your program if they need to.
BASIC uses symbols to define certain types of operations. BASIC also expects you to use these symbols (called operators) when defining operations. Each symbol corresponds to one operation such as an addition, subtraction, division, etc. Each symbol can be found on your terminal keyboard.

Sometimes a combination of keys are used to type a symbol. You may need to press the SHIFT key as well as the key containing the symbol, or you may need to enter two symbols together such as \(<=\).

See if you can locate the following keys on your terminal. If there is no key containing a certain symbol, ask someone if there is another symbol you should use instead of the missing symbol.

<table>
<thead>
<tr>
<th>SYMBOL</th>
<th>DEFINITION</th>
<th>EXAMPLE OF USE</th>
</tr>
</thead>
<tbody>
<tr>
<td>=</td>
<td>equality</td>
<td>X=Y</td>
</tr>
<tr>
<td>+</td>
<td>add</td>
<td>2+2</td>
</tr>
<tr>
<td>−</td>
<td>subtract</td>
<td>3−1</td>
</tr>
<tr>
<td>/</td>
<td>divide</td>
<td>4/2</td>
</tr>
<tr>
<td>*</td>
<td>multiply</td>
<td>9*3</td>
</tr>
<tr>
<td>#</td>
<td>inequality</td>
<td>Z#W</td>
</tr>
<tr>
<td>&lt; &gt;</td>
<td>inequality</td>
<td>Z&lt; &gt;W</td>
</tr>
<tr>
<td>&gt;</td>
<td>greater than</td>
<td>4&gt;3</td>
</tr>
<tr>
<td>&lt;</td>
<td>less than</td>
<td>3&lt;5</td>
</tr>
<tr>
<td>≥=</td>
<td>greater than or equal to</td>
<td>Y&gt;=X</td>
</tr>
<tr>
<td>≤=</td>
<td>less than or equal to</td>
<td>X&lt;=Y</td>
</tr>
<tr>
<td>**</td>
<td>exponentiate</td>
<td>4**3</td>
</tr>
<tr>
<td>↑</td>
<td>exponentiate</td>
<td>4↑3</td>
</tr>
</tbody>
</table>

Using the program we invented on page 6, try substituting some of the above operators and see what happens when you run the program. We already used the plus sign (+), why not try subtracting, multiplying, dividing, or using an exponent? Experiment!
input

Data which is received by a program and processed in some manner is called input. Input can be received from terminal entry, from within the program itself or even from disc or tape files. As far as your programs are concerned, BASIC provides three different means of specifying input:

✓ The LET statement
✓ The INPUT statement
✓ The READ statement

Think of these statements as "doors" through which information can pass into your program for processing. Place these doors in your program wherever you want a data to be admitted. We will explore each input statement in detail in a moment. But first, look at the following program.

40 PRINT "X+Y=" X+Y
50 END

Go ahead and enter it. We will use the program in the discussion of input and will add our input doors to it as we master them. We will also run the program from time to time, to see what changes our input doors have wrought.

✓ The LET Statement

The LET statement is a handy way of inserting a value, or of grouping data under a common name. When used to insert data into a program, the LET statement tells the computer to let a variable equal the value you want.

To illustrate, if I want X to be equal to 27 in our program, I type

20 LET X = 27

(20 LET 27 = X won't work. The symbol must come first.)

And if I want Y to equal 8, I type

30 LET Y = 8

We use the letters A,B...X,Y,Z to represent items whose values can change. These are variables.
From this point on the letter X will be 27 and the letter Y will be 8 as far as my program is concerned.

Let's list our program now and see what it says.

```
LIST
20 LET X=27
30 LET Y=8
40 PRINT "X+Y="X+Y
50 END
```

Now let's run it

```
RUN
X+Y= 35
DONE
```

The program added the value of our two variables and printed the result.

Using the LET statement to group data under a common name works as follows. We simplify the PRINT statement by merging X+Y into a single character ... the letter Z. This is done with the statement

```
35 LET Z = X+Y
```

Next we change the PRINT statement to

```
40 PRINT "X+Y=" Z
```

Now to see exactly what we did to the program, let's list and run it.

```
LIST
20 LET X=27
30 LET Y=8
35 LET Z=X+Y
40 PRINT "X+Y="Z
50 END
```

```
RUN
X+Y= 35
DONE
```

It worked! So much for the LET statement. On to something a bit more challenging.
The INPUT Statement

The INPUT statement permits you to enter data for your program from your terminal while your program is executing. Here's how you use it. Insert an INPUT statement in your program at the point at which you want the program to stop and ask for data. When the program is run, it stops as soon as it encounters the INPUT statement and types a question mark (?) at your terminal. Data must then be typed at the terminal before the program can proceed. Each INPUT statement can ask for one or more variables.

Let's insert two INPUT statements in our program, one to ask for the value of X and one to ask for the value of Y.

```plaintext
20 INPUT X
30 INPUT Y
```

Now, list the program.

*Notice that the new lines numbered 20 and 30 replace the old LET statements we had created as lines 20 and 30 earlier.

Run it and let's see what happens.

```
RUN
?
```

The question mark asks for the value of the variable X and is printed by the computer in response to line 20 in the program. Give X the value of 106.

```
? 106
?
```

Another question mark? Right, we had two INPUT statements, remember! The second question mark is seeking the value of the variable Y (see line 30 in the program.) Type 94.

```
? 94
X+Y= 200
```

DONE

The computer added X and Y and printed the answer . . . 200.
There is another way to specify variables with the INPUT statement. Multiple variables can be requested by a single INPUT statement. For example, we could have used the statement

20 INPUT X,Y

When more than one variable is requested by a line, a comma must separate the variables.

In this case it is necessary to erase the now unnecessary line 30 by simply entering the line number and leaving the line blank.

30

LIST

20 INPUT X,Y
35 LET Z=X+Y
40 PRINT "X+Y= "Z
50 END

RUN
?

This question mark requests the values of both variables X and Y. Therefore, you must enter both

?106,94 (don’t forget the comma)
X+Y= 200

DONE

Once again our answer is printed by the computer.

Consider what would have happened if you had given only one answer, say 106, and then pressed RETURN. Try it.

RUN

?106
??
??94
X+Y= 200

DONE

This tells you that more input must be entered. If the INPUT statement expects two values, you must enter two values.
There are error messages or signals that appear sometimes when you are using the INPUT statement:

TRANSMISSION ERROR. REENTER
This message means that the value was not correctly transmitted to the system. You must type it again.

BAD INPUT, RETYPE FROM ITEM xx
This message tells you that the value typed (xx) was not acceptable for the variable in question. Type in the correct value, and any which followed it.

EXTRA INPUT, WARNING ONLY
This message is merely a warning. It means that extra values were included in the line. The computer ignores the extra characters, there is no need to re-type.

To get the last two error messages you had to violate some pretty tricky INPUT statement expectations. You see, the INPUT statement determines the type of data to be entered, as well as merely requesting input.

Up to this point, we have been requesting numbers (numeric data). But you can request ASCII (character) data just as readily by adding a dollar sign to the variable. To illustrate

20 INPUT X$

Variables may be called any letter from A through Z or A$ through Z$. Variables from AO$ to ZO$ and A1$ to Z1$ may also be used.

Modify our program to request an alphabetic variable. Type and run

20 INPUT X$
35
40 PRINT X$

A variable can be more than one character, just as it can be more than one digit. But you'll have to read "strings and things" up ahead to find out how.
** REVIEW **

This is a good time to stop and review what we've learned about input up to this point.

1. Three statements can be used to specify input. Name them.

2. Type the program
   
   40 PRINT A  
   50 END

   Using the LET statement, make the variable equal to 1000.

   Now do it using an INPUT statement instead.

   Okay, put the value A in the variable.  
   (Remember the $ if you use an INPUT statement.)

   So far so good! Let's try multiple variables now.

3. Take the program
   
   10 LET A = 30  
   20 LET B = 40  
   30 LET C = 5

   50 PRINT D  
   60 END

   Enter line 40 so that when run the program prints the answer 75.

4. Now let's change the program to
   
   10 INPUT A  
   20 INPUT B  
   30 INPUT C  
   40 LET D = A+B+C  
   50 PRINT D  
   60 END

   Change this program so that all three variables are requested by one INPUT statement. Don't forget to erase the two unnecessary lines that result.

   So much for LET and INPUT.

5. What's the input statement we've yet to discuss?
The READ Statement

The READ statement has a partner — the DATA statement. Together these two make it possible for you to place data in your program while you create it, and then to instruct the program to read the data at a specific point during execution.

Here's how these statements work. Insert these lines in our original input program.

```
10 READ X,Y
20 DATA 25,50
```

and list and run the program.

```
LIST
10 READ X,Y
20 DATA 25,50
40 PRINT "X+Y="X+Y
90 END
RUN
X+Y= 75
DONE
```

The data stored in a DATA statement is read from the left to the right by the READ statement. Thus in our program X was equal to 25 and Y to 50, and the total as pointed out by the computer was 75.

Now, let's add another kind of statement to our program.

```
50 GO TO 10
```

This statement tells the computer to go to line 10. Okay, list the program.

```
LIST
10 READ X,Y
20 DATA 25,50
40 PRINT "X+Y="X+Y
50 GOTO 10
90 END
```

Try to follow the flow of the program in your head. Pretend you are the computer:

1a) READ X — okay get the first number from the data statement .................. 25  
b) READ Y — get the next number from the data statement ......................... 50  
2a) PRINT "X+Y=" .......................... X+Y=  
b) X+Y — add 25 and 50 ............................................. 75  
3a) GO TO 10 — go back to line 10  
4a) READ X — get the next number from the data statement  

WAIT! HOLD IT!
There isn't any next number in the data statement, we already used them all. In such a situation, the computer would print

```
OUT OF DATA IN LINE 10
```

and stop the program.

Now what? Well it is possible to add more data by adding more DATA statements, or to increase the amount of data in our original DATA statement. Let's try a little of both... type

```
20
60 DATA 25,50,75,100
70 DATA 300,200
```

DATA statements can be placed anywhere within the program. I prefer to cluster them all together at the end of my program so that I can find them easily. And that's what I've done here by deleting line 20 and adding lines 60 and 70. (You may keep the data next to the READ statements if you wish, or group them all at the beginning. Since they can go anywhere, the choice is really up to you.)

Okay, let's list and run the program.

```
LIST
10 READ X,Y
40 PRINT "X+Y="X+Y
50 GOTO 10
60 DATA 25,50,75,100
70 DATA 300,200
90 END
RUN

X+Y= 75
X+Y= 175
X+Y= 500
```

```
OUT OF DATA IN LINE 10
```

Check the answers by following the flow of the program as we did above. Satisfied? Good!

There is another solution to the OUT OF DATA... situation. We could use a RESTORE statement to tell the computer to re-use the same data over and over. Let's try it. Type

```
45 RESTORE
60 DATA 25,50
70
```
We've added a RESTORE statement to our program and, for convenience sake, gone back to our previously limited amount of data. Now, find the BREAK key on your terminal (you're going to need it!) Then list and run the program.

LIST
10 READ X,Y
40 PRINT "X+Y=",X+Y
45 RESTORE
50 GOTO 10
60 DATA 25,50
90 END

RUN
X+Y= 75
X+Y= 75
X+Y= 75
X+Y= 75
X+Y= 75
X+Y= 75

The only way out is to hit the BREAK key... so press it, quick!

STOP

There. We got out of that.

Granted, in our simple program, RESTORE did nothing more than create a loop from which we had to extract ourselves rather awkwardly. But as we progress through the manual, the significance of this and other statements will become clear.

TEST YOUR KNOWLEDGE

1 A READ statement works with a ________ statement.

2 Data in a DATA statement is read from right to left. T or F

3 How do you separate multiple variables in a READ or DATA statement?
   a) by a dash
   b) by a period
   c) by a comma

Assignment:

Write a program that acquires data by using all three types of input statements.
Remember our experience with the GO TO and RESTORE statements. We got into an endless loop from which the program could not escape. Well, it is possible to create useful loops in programs, and to insert controls within the program which terminate such loops at the appropriate moment. This is done with the IF . . . THEN statement.

Take the program

10 LET X = 5
20 PRINT X
30 LET X = X+5
40 GO TO 20
50 END

If we ran the program as it stands, we would once again find ourselves in an endless loop . . . in this case, counting by 5's ad infinitum.

But if we substitute an IF . . . THEN statement for the GO TO statement, we set an upper limit on that counting process and, in effect, tell the program when to stop counting.

Let's try counting to 50 by adding

40 IF X <= 50 THEN 20

Here's how the statement works. It tells the computer to make a decision based on the value of X, and where to go as a result of that decision. To illustrate:

If the value of X is not 50 or less, go to next statement.

10 LET X = 5
20 PRINT X
30 LET X = X+5
40 IF X <= 50 THEN 20
50 END

If the value of X is 50 or less, go to line 20
Okay, let's run our program and see if it functions as anticipated.

RUN
5
10
15
20
25
30
35
40
45
50
DONE

Sure enough.

We can use other operators (page 11 remember) in our program if we wish. Try using the symbols for less than or greater than in the IF . . . NEXT statement and see if you can predict the results.

* * * * *

"What about using GO TO? Didn't we just obsolete it with the IF . . . THEN business?" Well you might ask. But let me hasten to assure you that such is not the case. The GO TO statement is still a valid and, indeed, useful statement. Let me show you how both GO TO and IF . . . THEN can be used together to create a program.

5 PRINT "ENTER A WHOLE NUMBER FROM 1 TO 3"
10 INPUT Y
15 IF Y = 1 THEN 45
20 IF Y = 2 THEN 55
25 IF Y = 3 THEN 65
30 IF Y > 3 THEN 75
35 PRINT "NO. A ZERO DOES NOT FALL BETWEEN 1 AND 3. TRY AGAIN."
40 GO TO 10
45 PRINT "YOUR NUMBER WAS 1"
50 GO TO 90
55 PRINT "YOUR NUMBER WAS 2"
60 GO TO 90
65 PRINT "YOUR NUMBER WAS 3"
70 GO TO 90
75 PRINT "NO FAIR. YOUR NUMBER WAS TOO LARGE. TRY AGAIN."
80 GO TO 10
90 END
If you enter and run this program, you will discover that the one way to make the program come to a normal end is to do as it says and enter a 1, 2, or 3 when it tells you to. Entering any other whole number will send you back to the beginning of the program. The program's processing flow is cleverly depicted below.

is a decision box. It indicates that the computer must decide yes or no to a situation, and proceed accordingly.

is an operation box. It indicates that the computer must perform the task stated in the box and then proceed to the very next box (operation).
P.S. Flow charts are invaluable programming aids. They help you organize your thoughts before writing a program — and they help you figure out what a program's doing (if there's any doubt) after you've created it. Get into the habit of using flow charts. You'll be glad you did.

* * * * *

This seems a likely spot to introduce yet another new concept... the computed GO TO statement. A computed GO TO frees you from repetitive GO TO statements by letting the computer do some of the work of directing a program.

Look at the program on page 21 again. We are going to replace lines 15, 20, and 25 with one line — a computed GO TO statement. So instead of this

15 IF Y = 1 THEN 45
20 IF Y = 2 THEN 55
25 IF Y = 3 THEN 65

we'll have this

20 GO TO Y OF 45, 55, 65

which means the very same thing:

If Y is 1, go to the first number, in this case 45.
If Y is 2, go to the second number, 55.
If Y is 3, go to the third number, 65.
If Y is none of these, continue with the next statement.

Don't forget to erase lines 15 and 25 when you insert the computed GO TO statement. A final hint, you'll see this type of statement again, at the end of the book. Don't let it take you by surprise.
scientific notation

Scientific notation is the way in which the computer expresses very large or very small numbers. In scientific notation a number is expressed by a mantissa and an exponent.

The mantissa presents the number as a decimal such as 1.234567. The computer can use up to seven digits from the mantissa.

The exponent defines the number of decimal places in the number. The exponent is separated from the mantissa by the letter E and the + or - sign of the exponent. If the exponent is positive (+) then the number is greater than 1.0. The exponent E+10 would be given to a very large number. If the exponent is negative (−) then the number is less than 1.0. The exponent E−6 would be given to a very small number.

\[ 1.234567 \times 10^8 \]

mantissa \quad \quad exponent

* * EXAMPLES * *

The number 1,000,000,000,000 is written \( 1.000000 \times 10^{12} \) in scientific notation. The exponent \( E+12 \) indicates that the decimal point is moved 12 positions to the right to produce the number.

The number .000000672 is written \( 6.720000 \times 10^{-8} \) in the scientific notation. The exponent \( E-8 \) means that the decimal point is moved 8 positions to the left to make the number.

The number 987,654,321 is written \( 9.876543 \times 10^8 \) in scientific notation. The exponent indicates that there are 8 digits to the left of the decimal. Notice that the last two digits (21) were dropped by the computer. This means that zeros will be used for these digits. BASIC allows for only seven significant digits. So the closest it can come to the original number is 987,654,300.
Now let's practice converting numbers from scientific notation.

Conversion #1: 2.100000E+10

First write the number without the exponent: 2.100000

Now move the decimal to the right the number of places indicated by the exponent: 21,000,000,000

Re-write the number adding appropriate commas and that's all there is to it.

!!! Questions! Had the exponent been negative, in which direction would we have moved the decimal point? 

Conversion #2: 9.100260E-2

First write the number without the exponent: 9.100260

Now move the decimal to the left the number of places indicated by the exponent: .0910026

Re-write the number without unnecessary zeros and that's all there is to it.

?? Questions! Had the exponent been positive, in which direction would we have moved the decimal point?

By now no doubt you've got the general idea. If you'd like to test your skill, however, try the following:

1. Convert 3.094671E+1
2. Then convert 3.094671E-1

Compare the answers.

Okay. Go the other way now. Convert numbers into scientific notation.

3. Try the number 2,456,902,000,120,660,000
4. Or .0000000000000000000000000000001

Remember what the mantissa is, what the exponent does, and why the exponent is positive or negative. Those are the main points.
output

Output is what your program gives back to you at the end of or even in the midst of execution. Output is literally anything printed by the program; the ultimate result of your programming genius... or, stated more simply... output is "the answer" you went looking for in the first place.

The output statement with which we shall be concerned is the PRINT statement. The PRINT statement tells the computer to type a value at the terminal. A value may be a number or a word, a letter or a sentence, or the result of an expression. The PRINT statement also monitors the spacing of the values that it prints across the page at the terminal.

If a single value is involved, it is printed and the terminal automatically moves to the next line. Remember our first program?

```
10 PRINT 2+2
20 END
```

That's what it did. It simply printed the result of the expression 2+2 and advanced to the next line.

Well, it is also possible to use multiple values in a PRINT statement, provided they are separated by commas or semicolons.

```
10 PRINT 5,10,15,20,25
20 END
```

This is the output
NOTICE that when a comma is used to separate the values in a PRINT statement, they are widely spaced across the page, beginning in columns 0, 15, 30, 45 and 60 unfailingly. Also note, 5 values on one line are the limit allowed with commas as separators.

Now then, try semicolons.

10 PRINT 5;10;15;20;25;30;35;40
20 END

RUN

5 10 15 20 25 30 35 40

DONE

Two things changed. First, more values could be used (up to 12) and second the values were printed more concisely across the page.

When a value is enclosed in quotation marks, it is printed as is. Quotation marks are used primarily for alphabetic characters and special characters...not numbers. To illustrate

10 PRINT "COLUMN A" , "COLUMN B" , "COLUMN C"
20 PRINT 120, 230, 820
30 PRINT 4.69, 1, 333.9
50 END

RUN

COLUMN A   COLUMN B   COLUMN C
120       230       820
4.69      1          333.9

DONE

"Ah ha! So that's how one adds titles and column headings." You're so right.

Now that you think you've got it, let me show you a few more fancy maneuvers. To print a blank line, just say PRINT. Let's add a blank line to our program.

15 PRINT

Or to control the placement of values across a line, use the control functions TAB, SPA, or LIN. TAB causes the carriage to tab over to the column specified. Change line 20 in our program to read

20 PRINT TAB (2);120;TAB(19);360;TAB(34);820

Note the placement of semicolons.
They must follow each TAB and value.
SPA causes the carriage to skip the number of columns specified. Change line 30 to

30 PRINT SPA(3), 4.69; TAB(21); 1; TAB(34); 333.9

SPA uses a comma or a semicolon.

LIN generates a carriage return and, if specified, linefeeds. LIN(0) produces a single carriage return and zero linefeeds. While LIN(10) produces a single carriage return and 10 linefeeds. Add

35 PRINT LIN(2)
40 PRINT "THAT'S ALL"

Okay, list and run the program. Let's see exactly what we've done.

LIST
10 PRINT "COLUMN A", "COLUMN B", "COLUMN C"
15 PRINT
20 PRINT TAB(2); 120; TAB(19); 360; TAB(34); 320
30 PRINT SPA(3), 4.69; TAB(21); 1; TAB(34); 333.9
35 PRINT LIN(2)
40 PRINT "THAT'S ALL"
50 END

RUN

COLUMN A  COLUMN B  COLUMN C
120 360 320
4.69 1 333.9

THAT'S ALL

DONE

Did you anticipate the results? If you were fooled, go back and compare what you thought would happen with what really occurred. If you knew it all along, write a program that produces the following results (with the first decimal point in column 27).

<table>
<thead>
<tr>
<th>ASSETS</th>
<th>LIABILITIES</th>
</tr>
</thead>
<tbody>
<tr>
<td>40,000.00</td>
<td>5,000.00</td>
</tr>
<tr>
<td>375.00</td>
<td>10,000.00</td>
</tr>
<tr>
<td>15,000.00</td>
<td>33,000.00</td>
</tr>
<tr>
<td>320.00</td>
<td>7,675.00</td>
</tr>
<tr>
<td>-------------</td>
<td>-----------------</td>
</tr>
<tr>
<td>55,675.00</td>
<td>55,675.00</td>
</tr>
</tbody>
</table>
A SHORT NOTE

Writing a program by designing the output is not really working backward as you might initially have thought. Ninety-nine percent of all programming is accomplished just that way. You start with the output you want, evaluate the input you have, and devise a means of converting your input into output. The means you devise is, of course, the program.

There are several programming aids that are worth introducing here: coding sheets and formatting forms. Coding sheets enable you to write down all the things you need to tell the computer before you are actually sitting at the terminal. Formatting forms come into play even earlier. They are used to design the output (report usually) before you even begin coding.

To review then . . . the recommended sequence of events for creating a program is:

1. Design your output. Lay it all out on a formatting sheet, deciding on columns, headings and the like at this point.

2. Flow chart. Outline your plan of action, going from each bit of available input to each point of final output. Make your decisions here. Find the shortest and surest path for each item.

3. Code up your brilliant plan using the appropriate BASIC statements. This is the easy part.

4. Enter your program at the terminal. Then list and run it, and if necessary correct your coding or entry errors. That’s all there is to it.

By now you should have the program you set out to create. And it should execute just as you anticipated. There now, wasn’t that easy?
other tricks

The FOR . . . NEXT connection begins with a FOR statement and ends with a NEXT statement. The FOR . . . NEXT connection creates controlled loops in which a group of statements can be intentionally repeated until a certain condition is reached. Relax, it’s easier than it sounds.

This is how it works.

10 FOR X = 1 TO 5
20 PRINT X
30 NEXT X
40 END

Line 10, the FOR statement, sets the initial value of X (in this case 1) and the ultimate value that X is to reach (in this case 5). Line 30, the NEXT statement, increases the value of X by 1 each time it is executed. The loop that is created by these statements is the continuous printing of X (line 20) until the value of X reaches 5.

RUN

1
2
3
4
5

DONE

Or to depict the loop graphically:

X=1

IS X GREATER THAN 5? (Yes) END

No

PRINT X

ADD 1 TO X
Got the idea? Here's a good spot to go back and review the section on IF . . . THEN statements. (Look under the title "a sense of direction"). You will notice that the loops involved in both cases are similar in result, but different in construction. There's no need to pick a favorite. Both IF . . . THEN and FOR . . . NEXT statements serve valid functions, and each is suited to a particular situation.

Pick the kind of statement best suited to the following applications. NOTE: the statement best suited is the one easiest to code.

ASSIGNMENT #1

Write a program that will count from 1 to the number you will supply in response to an INPUT statement.

ASSIGNMENT #2

Write a program that will compare two numbers and print the lowest of the two. One of the numbers to be compared must be supplied in response to an INPUT statement. The other number will, of course, be identified within the program.

FOR . . . NEXT with STEP

No, you do not always have to increment a value by 1 in a FOR . . . NEXT situation. You may increment by any number you wish . . . 4's . . . 13's . . . 92's . . . whatever. All you have to do is add the word STEP and the value of the increment to your FOR statement.

If we wanted to use our program to count by ten's instead of one's, we would say

```
10 FOR X = 10 TO 50 STEP 10
20 PRINT X
30 NEXT X
40 END
```

RUN

10
20
30
40
50

DONE

That's all. Compare this program with the one on page 29, then try using STEP by yourself. Try counting by 4's, 13's, and 92's as promised above. I'm sure you'll get the idea.
We’ve already discussed the symbols BASIC recognizes as operators. But you should know that there are other operators — in the form of words. You should also be aware of the fact that the computer processes operators in a certain order ... the order of precedence.

First, let’s define the new operators: MIN, MAX, AND, OR, and NOT.

Take the statement

100 LET C = A MIN B

What it actually says to the computer is "Let C equal the value of the minimum (or lowest) number either A or B." Thus if A equals 8 and B equals 6, C would be made equal to B (6) as it has the lowest value.

What do you think the next statement means?

100 LET C = A MAX B

You guessed it. It says to the computer "Let C equal the maximum (or highest) number either A or B. In this case, C would be equal to A, as its value of 8 is greater than B’s value of 6.

The operators AND and OR form logical connections between two expressions. This is how they are used.

50 IF X<8 AND Y>5 THEN 100

This statement says "Go to line 100 if both conditions are true. The conditions of the statement are: if X is less than 8 and if Y is greater than 5." Thus, if both conditions are found by the computer to be true, statement 100 is executed next. But if only one, or if neither condition is found to be true, the computer executes the following statement next.

The following statement has one important difference from the one we just examined.

50 IF X<8 OR Y>5 THEN 100

In this case, the computer will go to line 100 if either condition is true: if X is less than 8 or if Y is greater than 5. Only if both conditions are false, does the computer proceed to the following statement.

So what have we proved? First that AND means "both" and second, the OR means "either", at least when one is speaking to a computer.
NOT is the negative member of the operator family, and as such works in mysterious ways. The form used for the operator is

25 IF NOT A THEN 35

meaning if A equals zero go to line 35, but if A is not equal to zero go instead to the following statement. We use the NOT operator to see if A is equal to zero. When A is zero the NOT operator is "true".

You need not comprehend precisely how NOT works its magic. Remember it is merely as a test for zero. If the variable does equal zero you go to the THEN statement. If the variable is not zero, you fall through to the next statement.

Yes, any variable may be used with NOT, we use A only for convenience. No, it is not an easy concept to understand.

Now to the matter of precedence and a couple of very important facts. Fact #1: More than one operator may be used in an expression. Fact #2: The order in which the operators are executed is determined by the precedence levels assigned to the operators:

<table>
<thead>
<tr>
<th>PRECEDENCE LEVELS</th>
</tr>
</thead>
<tbody>
<tr>
<td>highest</td>
</tr>
<tr>
<td><em><strong>(or ↑)</strong></em></td>
</tr>
<tr>
<td>**    */</td>
</tr>
<tr>
<td>*     /</td>
</tr>
<tr>
<td>+     /</td>
</tr>
<tr>
<td>-     /</td>
</tr>
<tr>
<td>MIN MAX</td>
</tr>
<tr>
<td>#     = &lt;= &lt;= &lt;= &lt;=</td>
</tr>
<tr>
<td>AND</td>
</tr>
<tr>
<td>lowest</td>
</tr>
<tr>
<td>OR</td>
</tr>
<tr>
<td><strong>first performed</strong></td>
</tr>
<tr>
<td><strong>performed last</strong></td>
</tr>
</tbody>
</table>

If two operators in an expression are of the same level, the order of execution is strictly left to right within the expression. To illustrate:

A+B−C or 5 + 6 − 7 is evaluated 5 + 6 − 7 = 11 − 7 = 4
A/B∗C/D or 7/14∗2/5 is evaluated 7 ÷ 14 × 2 ÷ 5 = .5 × 2 ÷ 5 = 1 ÷ 5 = .2
A MIN B MAX C MIN D is evaluated ((A MIN B) MAX C) MIN D
If you wish to alter the order of execution, you may do so by using parentheses to qualify the expression:

Let's say you want the sum of A and B subtracted from the sum of C and D. Then say
\[(C+D)-(A+B)\]  \[\text{Do not say } A+B-C+D\]

Or suppose you wanted the sum of A and B multiplied by the result of D divided by C. Then say
\[(A+B)*(D/C)\]  \[\text{Do not say } A+B*D/C\]

"But" you ask nervously. "What if the expression contains operators of differing precedence levels?"

The rule as applied here is two-fold. Operators are executed according to precedence levels \textit{regardless} of their position in an expression. And, operators enclosed in parentheses are performed before those outside of the parentheses. To illustrate

\[C \text{ MIN } A*B\] or \[1 \text{ MIN } 2*3\] is evaluated \[2 \times 3 = 6 \text{ MIN } 1 = 1\]

while \[(C \text{ MIN } A)*B\] or \[(1 \text{ MIN } 2)*3\] is evaluated \[1 \text{ MIN } 2 = 1 \times 3 = 3\]

You need not learn the order of precedence by rote to do BASIC programming. You need only be aware of its existence, and refer to it as you generate arithmetic expressions.

Try a few expressions of your own, and see what difference parentheses make to the final outcome. Or, if you find it all hard to believe, program a few expressions in different ways, and let the computer prove it to you.
your own library

Your user number and password, aside from making it possible for you to log on, bestow upon you the convenience of your own little domain within the computer. This domain assigned exclusively to you is called your library.

You may store, modify, or remove programs at will within your library. In fact, there are three BASIC commands available to you which deal exclusively with accessing items in your library.

SAVE

Suppose you've written a program that you wish to use again the next time you log on. Well, you can store that program in your library by typing the command SAVE. The SAVE command requires nothing more than that the program be named and currently present in the computer.

Remember our first program, ADAM. The whole process of creating and storing the program in your library would go

```
SCR
10 PRINT 2+2
20 END
NAME=ADAM
SAVE
```

There. The program (or actually a copy of the program) is stored in your library now and will remain there until you delete it.

So, let's assume the time has come to use the program again. "How do we get it out of the library?" you ask. With the GET command. The GET command and the program's name, that is.

Try it. Type

```
SCR to clear the area.
RUN see nothing happens. Nothing's there — you just erased everything. But don't worry,
DONE the program's tucked safely away in your library.
GET-ADAM
RUN
4 The program speaks. The GET command obtained a copy of the program from the
DONE library, and the RUN command executed it.
```
Yes, the hyphen must be used with the GET command. Don't omit it, or the computer will not know what to do.

**PURGE**

Once you have finished with a program forever, you can delete it from the library by typing the command PURGE—and the program’s name.

Thus, to purge the program ADAM, we would type

```
PURGE—ADAM
```

The hyphen is, of course, required. And PUR—works as well as the whole word PURGE, if you prefer.

**DELETE**

To delete portions of a program rather than purging the whole thing, simply specify, the line number of the first statement to be deleted—and everything after that line will be erased.

"Ah," you say. "But, suppose I only wish to delete a middle section, or even just one line of the program... then what?" In such a case, you must furnish the first and last line numbers of the statements to be erased.

For example to delete lines 23 through 110 you'd type

```
DEL—23,110
```

In this instance where only one line is to be deleted, then that line number is both the first and last line number. To delete line 65, type

```
DEL—65,65
```

Got the idea?

**CATALOG**

After you’ve accumulated a whole sheaf of programs and files in your library, you may need to refresh your memory from time to time as to exactly what you do have stored. In this situation, the command CAT (short for catalog) can be used to obtain an alphabetic list of items in the library. To illustrate

```
CAT
```

You type this and

```
NAME LENGTH RECORD
NANCY  2
WYYTC  24
```

```
NAME LENGTH RECORD
PANTR  66
TSTTRY  18
```

```
NAME LENGTH RECORD
VNAME  33
```

all this happens automatically
As you no doubt noticed, the list of program names is accompanied by additional information about the
items listed. To be specific, this additional information is a descriptive code*, and the length of the
programs in blocks**. I will not define this code or the term block for you here. They are described in
the reference manual. Unless you are at the stage of doing clever things with program access, the code
will be omitted from your program catalog anyway. And, if you are using access or programming
tricks, you are obviously using the reference manual as well.

So for our purposes, your program catalog will probably contain nothing more than the names of your
programs:

<table>
<thead>
<tr>
<th>CAT</th>
</tr>
</thead>
<tbody>
<tr>
<td>NAME</td>
</tr>
<tr>
<td>ADAM</td>
</tr>
<tr>
<td>BLock</td>
</tr>
</tbody>
</table>

**files**

From time to time you may find it convenient to save the results of one program for use as input to
another program. This is done by means of BASIC files. You can think of computer files as simply
invisible versions of the filing cabinets in your office...drawers containing information stored for
later use. Only instead of drawers we use our library and instead of folders we use records.

To use BASIC files you must know how to use the following commands and statements:

- CREATE—
- PRINT
- READ
- PURGE—

The first thing you must do is to create a file. When you create a file, you give it a name and a length,
and place it in your library for storage. Let's create a file two records long called FILEA. Type

CREATE-FILEA,2

Yes, the hyphen and comma are required!
Okay, now we have a file in our library called FILEA and capable of holding two records. It's empty at this point, but we'll soon fix that. Now, we are going to write two programs... one to write data into the file, and a second to read data from it. For the first program, type

```
10 FILES FILEA
20 LET X = 9
30 LET Y = 11
40 PRINT #1; X+Y
50 PRINT #1; Y-X
60 END
```

The files statement identifies the file to receive the data. The #1 added to the print statements tells the computer to print to the first file in the FILES statement. We defined only one file in the FILES statement, but we could have listed as many as 16.

Run the program

```
RUN
DONE
```

What? No output? Right, we wrote on the file not the terminal, remember?

I'll prove it to you with the second program. Type

```
10 FILES FILEA
20 READ #1; A,B
30 PRINT A+B
40 END
```

Let's see what happens.

```
RUN
22
DONE
```

What we said here is: read the data in the first file (#1), call the data items A and B.

Voila! That, essentially, is how you create and use files with your programs. To be sure, there’s a lot more to the subject of files and when you feel you are ready or at least that you absolutely have to know more, rush to your reference manual for details.

Once you have finished with a file, you should remove it from your library. You do this by purging the file. Simply type the command PURGE, a hyphen, and the name of the file you want removed. To remove our file above, we would type

```
PURGE-FILEA
```

That’s all there is to it.
strings and things

A string consists of up to 255 characters enclosed by quotation marks. Thus, a "string" in computerese is really a string of characters.

```
100 PRINT "THIS IS A STRING" and so are
20 PRINT "2+2="
50 PRINT "x+y="
75 PRINT "YOUR NUMBER WAS 3"
```

Remember? We've been using strings in our PRINT statements all along... for headings and such. And we already know that any character (except quotation marks) can be used in a string. But there's more to strings than that.

BASIC contains special features which enable you to manipulate strings in a variety of useful ways. To understand these features, we must also understand string variables and substrings.

**STRING VARIABLE**

A string variable is used as a type of shorthand in BASIC programs. In other words, string variables are used to represent something else — usually a lengthy phrase or number. Remember on page 15, we talked about inserting a dollar sign next to a variable. Well, in so doing we created a string variable... A$, B$, C$, etc.

This is how a string variable works.

```
100 DIM A$(25)
110 A$ = "SAMPLE STRING"
```

Line 100 defined A$ as a variable capable of holding up to 25 characters.
Line 110 said that the contents of the variable are to be the characters SAMPLE STRING.

"But that's only 13 characters," you point out, astutely counting the blank space between SAMPLE and STRING as a character.

True! The 25 is the maximum limit of our variable — the minimum for any string is automatically zero. (Automatic means that we don't have to tell the computer. It already knows.) Any number of characters up to the maximum may actually be used.

The nice thing about our string is that it can be called A$ whenever we have to talk about it in our program. And A$ is a lot less trouble to write out than is "SAMPLE STRING".

TIMELY ASIDE: Any string of more than one character must be defined by a DIM statement. The format of the DIM (short for dimension) statement never varies. It is always DIM followed by the string's name and, in parentheses, the string's allowed maximum size.
"So, now that I've created one, what can I do with my string variable?"

I'm glad you asked, because there's a lot you can do with a string variable. You can have the program read or print it. You can enter it, change it, or even break it down into smaller pieces and use the parts of it.

Reading, printing, and entering a string variable are simple enough tasks. We've already done so several times in this manual.

125 READ AS reads the string variable A$ from a DATA statement.
150 PRINT AS prints the string variable A$ on the terminal.
175 INPUT AS used to enter the variable A$ from the terminal.

Remember? "Sure, but how about changing a string variable? That's simple, too. Simply re-describe the string's content in a later statement ... such as

160 A$ = "NEW SAMPLE STRING"

Take care not to exceed the maximum length specified for the string when you change its contents. Maximum length cannot be changed, only content can. Let's try a change. Type

100 DIM A$(25)
110 A$ = "SAMPLE STRING"
120 PRINT A$
130 A$ = "NEW SAMPLE STRING"
140 PRINT A$
150 END

Let's run it, and see if the variable does indeed get changed.

RUN
SAMPLE STRING
NEW SAMPLE STRING
DONE

It worked, of course. So finally, what about breaking a string into parts? For this we create substrings by specifying the first and last characters of the full string which are to be included in the substring. To illustrate

50 DIM X$(10)
100 X$="ABCDEFG"
200 PRINT X$(2,6)
300 PRINT X$(3,4)
350 END
RUN
BCDEF
CD
DONE

Now, let's take it a little more slowly and see exactly how that went.

First, we defined a string variable named X$ and said it's maximum size was 10 characters.

Then we defined the string's content to be the letters ABCDEFG.

Here's our first substring. We said print a substring of X$ consisting of characters two through six (BCDEF).

Another substring. We said print another substring of X$, this time consisting of characters three and four (CD).

Then we ran the program and got

the first substring

and the second substring as requested.

the computer said it was finished.

The parentheses and commas used in the above statements are required as used. If you omit them, the computer will not understand the statements.

A single character in the substring statement specifies that all subsequent characters in the string are to be included in the substring. This means that the statement:

would result in the output

if added to the above program. I think you're getting the point here. We will use string variables and substrings in our final exercise. We will also use functions,
functions

You will find functions much easier to use than to read about. Just remember that there are two types of functions — those which are predefined by BASIC and those which you may define for yourself. And remember that functions always return a numeric result. They may be used as arithmetic expressions or as parts of expressions, as you prefer, anywhere a number is appropriate.

Predefined functions can be used in place of known values. They tell the computer to

- find the absolute value of the expression (X) ... ABS(X)
- give the integer value of the expression (X) ... INT(X)
- find the square root of the expression (X) ... SQR(X)
- give the current length of the string A$ ... LEN(A$)
- etc.

There are many, many other predefined functions available with BASIC. But we’ll just dwell on these for the moment.

Say at some point in a program, I need to print the length of a string. If I know the present length of that string to be 10 characters, I say

174 PRINT 10

But if I don’t know what the length of the string will be at this point in the program’s execution, I use the function LEN, telling the program to figure out the length of the string and then print it. Assuming the string’s name to be A$, the statement would read

175 PRINT LEN(A$)

Let’s try it out and see if it works. Type

150 DIM A$(20) We defined the contents of A$ to be FRED or four characters, so when
160 A$ = "FRED" we say print the length we should get the answer 4
170 PRINT LEN(A$) 180 END

RUN 4 We did get an answer of 4. The function works.

DONE
Suppose I need to know the square root of a number. The following function will find and print it for me.

```
10 INPUT Z
20 PRINT SQR(Z)
30 END
```

Now, I'll run the program and give it a number to work with.

```
RUN
112999.6
114.016
DONE
```

You can substitute the functions ABS and INT in the above exercise and see how they work by giving them appropriate input to work on. In brief then, a function is used when a value is not known in advance. The functions instruct the computer to determine the value for you.

Now that you know how a function is used, you can go to the reference manual and read about all of the predefined functions available to you. Just in case you don't find the very one you need, though, you'd better read on and learn how to define your own functions.

All you need to define a new function is a DEF (short for define) statement. In the DEF statement you name the function FNx(y) substituting any letter (A-Z) for the x and any variable for the y. Then you equate the function to the formula you want the computer to perform.

It will become clear, if we define one right away. So let's say

```
100 DEF FNZ(X) = X*X
```

The function just defined squares a number, that is — it multiplies a number by itself. That is what the formula X*X means.

We called the function FNZ and have used the X in our formula to hold the place of the variable. That is what FNZ(X) means.

Let's try it out. Type

```
50 INPUT A
100 DEF FNZ(X) = X*X
150 PRINT FNZ(A)    See. Here we supply the name of the real variable ... A.
200 END
```

Now run it.

```
RUN
?
```
Enter the number 12.

?12
144
DONE

There's our answer... 144 the square of 12. Our function works as promised.

Just for fun, let's compare our squaring function with the predefined SQR function, using the square root function to check the accuracy of our squaring function.

Add the following statements to our program.

160 INPUT B
170 PRINT SQR(B)

Now run it again.

RUN

?12 Remember this part? We supply the 12 and it squares it to 144.
144

?144 Now we supply the 144 and see what the square root is.
12
DONE

You should experiment with defining functions for a while. Define the kind that you will be needing in your own programs. Be as creative and involved as you wish with the part to the right of the equal sign. I'm sure you will soon agree that functions are much easier to use than to explain.
an array is

a group of data identified by a common name. The data in an array is divided into units called elements.

An array may consist of one dimension which provides a list of elements

\[
\begin{array}{c|c|c}
1 & 2 & 3 \\
2 & 3 & 4 \\
3 & 4 & 5 \\
4 & 5 & 6 \\
\end{array}
\]

like so

Or an array may be two dimensional, providing a table of elements

\[
\begin{array}{ccc}
1 & 4 & 7 \\
2 & 5 & 8 \\
3 & 6 & 9 \\
\end{array}
\]

Each array must be given a one character name (A through Z). "Ah ha! A single character is also used to identify a variable." That's correct, an array is really just a fancy variable. And just like string variables a DIM (dimension) statement must be used to define an array.

Type

\[10 \text{ DIM A(4,3)}\]

We just created an array named A having the dimensions 4 by 3. That's four rows by three columns.

Rows go across \hspace{1cm} Columns go down

Now, let's get some data into that poor little naked array. Type

\[20 \text{ MAT READ A} \]
\[30 \text{ DATA 1,2,3,4,5,6,7,8,9,10,11,12} \]
\[40 \text{ MAT PRINT A} \]
\[90 \text{ END} \]

I'll bet you've figured out what's going to happen now. Right?
The MAT READ statement tells the computer to take the data from the DATA statement and place it in the array. (Surely you remember how a READ/DATA arrangement works.) And yes, the data is inserted into the array in a predictable sequence . . . row by row.

The PRINT statement will print out our array for us. So let's run the program and see how the array looks.

RUN

<table>
<thead>
<tr>
<th>1</th>
<th>2</th>
<th>3</th>
</tr>
</thead>
<tbody>
<tr>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>7</td>
<td>8</td>
<td>9</td>
</tr>
<tr>
<td>10</td>
<td>11</td>
<td>12</td>
</tr>
</tbody>
</table>

Compare the DATA statement and the sequence of data in the array. That is the order in which data will always be stored in an array, and that's important to know. "Why?" Well, because often we want to refer to a particular element in the array. And an element is identified by its position.

Let's say we want to print only the element containing the number 8. How would we tell the computer to do this? With a PRINT statement and with the element's dimensions (row and column). The 8 is in row 3 column 2, so we would say

40 PRINT A(3,2)

Okay, replace the first PRINT statement with the one above and run the program.

RUN 3 DONE

Note: Use MAT PRINT to print the whole array, and use PRINT to print an element.

So what have we learned about arrays? We've learned some new statements — MAT READ and MAT PRINT. Or so it seemed. But think about it. These are actually the old familiar READ and PRINT statements with MAT added on in front. The MAT tells the computer that we are referring to an array. MAT stands for matrix which is another word for tabular array. (You might also find arrays called subscripted variables in some books. But an array by any other name, acts the same.)

You are encouraged to experiment with arrays and to read more about them in your reference manual.

ASSIGNMENT

What do you think would happen if we placed MAT at the front of an INPUT statement? Right, we would be able to input the array from our terminal.

Write a program to do just that.
subroutines

Once your programs begin to grow beyond the simple 5 or 10 line versions we've been using, you will find it invaluable to be able to divide them into handy parcels. This is the point at which the terms main program and subroutine appear in your vocabulary.

A main program, or more precisely the main part of a program, usually acts much like a traffic cop — providing directions to the various subroutines. Each subroutine is devoted to a special task such as preparing the heading, or is used to perform calculations or even store data.

Along with the concept of subroutines and main programs come two new BASIC statements: GOSUB and RETURN. These statements enable you to direct the computer to specific parts of the program and then back to the place from which it was directed. In other words, these statements are used to direct the computer from the main program to subroutines and back.

Let's see exactly how they are used in a real program. We are going to create a bill of sale which totals as many purchases as we wish to provide. To do this we will use a main program, three subroutines, and a data base. Watch closely, now. I'll ask questions at the end.

```
5 REMARK*MAIN PROGRAM
10 DIM BS(10)
15 LET T=0
20 PRINT "NUMBER OF TRANSACTIONS"
25 INPUT N
30 GOSUB 150
35 GOSUB 50
40 GOSUB 100
45 END

50 REMARK* REPORT BODY SUBROUTINE
55 FOR X = 1 TO N
60 READ A,BS,C
65 LET D = A*C
70 LET T = T+D
75 PRINT A,BS,C,D
80 NEXT X
85 RETURN

100 REMARK* SUMMARY SUBROUTINE
110 PRINT "TOTAL CHARGES";T
120 RETURN

150 REMARK* HEADING SUBROUTINE
155 PRINT "QTY","DESC","UNIT PRICE","CHARGE"
160 PRINT
165 RETURN
```
Now that you've entered it, run it and most of your questions about the program will be instantly answered... like "What does it do?" "How does it work?" etc.

RUN

NUMBER OF TRANSACTIONS
74

<table>
<thead>
<tr>
<th>QTY</th>
<th>DESC</th>
<th>UNIT PRICE</th>
<th>CHARGE</th>
</tr>
</thead>
<tbody>
<tr>
<td>6</td>
<td>BOLTS</td>
<td>.15</td>
<td>.9</td>
</tr>
<tr>
<td>15</td>
<td>NUTS</td>
<td>.08</td>
<td>1.2</td>
</tr>
<tr>
<td>30</td>
<td>SCREWS</td>
<td>.07</td>
<td>2.1</td>
</tr>
<tr>
<td>45</td>
<td>NAILS</td>
<td>.03</td>
<td>1.35</td>
</tr>
</tbody>
</table>

TOTAL CHARGES 5.55

DONE

* * * * *

EXAM TIME, FOLKS!

Chart the flow of action in the subroutine program. You really need chart only the GOSUB and RETURN statements for our purposes here. But if you didn't understand some of the internals of the program, you'd better leaf back through the manual until you find the explanations you missed.

Replace the existing data base in the program with data of your own choosing. Remember you must identify the number of transactions at the beginning of the program. We used four originally; you may use as many as you wish.
express yourself

As our final exercise, you get a chance to express the feelings which no doubt are welling up in you now that you have finished the manual and are ready to pick up your BASIC programmer's pencil.

The last program affords you just that opportunity. In addition, it contains many of the statements and routines you've just finished learning about... strings, functions, operators, string variables, input statements, output statements, and subroutines. See how many of them you can spot as you enter the program for execution at your terminal. Try charting the flow of action in the program after you've run, paying particular attention to bringing the program to a normal end.

And of course, don't forget to use the program to express your feelings at this awesome moment. As you will soon discover, all complimentary remarks are graciously accepted. Anything else will illicit an appropriate computer reply.

THE PROGRAM

```
 5 DIM A$(72), B$(72)
10 PRINT "*** COMMENT ***"
20 PRINT "AT LAST, A CHANCE TO EXPRESS YOUR FEELINGS.""
30 PRINT "YOU MAY SELECT THE VERB AND OBJECT FOR YOUR"
40 PRINT "STATEMENT. SIMPLY TYPE THE NUMBER OF THE WORD"
50 PRINT "OR PHRASE YOU WISH FROM EACH LIST."
100 PRINT "PICK AN OBJECT:""
105 PRINT "1=SLEEPING, 2=HP BASIC, 3=PROGRAMMING, 4=THIS MANUAL"
125 GOSUB 500
130 IF A=0 THEN 125
135 A2=A
136 PRINT "PICK A VERB:""
137 PRINT "1=HATE, 2=DON'T UNDERSTAND, 3=PREFER, 4=LOVE"
140 GOSUB 500
145 IF A=0 THEN 125
150 A1=A
170 A$="I 
175 GOTO A1 OF 190, 200, 210
180 B$="LOVE 
185 GOTO 215
190 B$="HATE 
195 GOTO 215
200 B$="DON'T UNDERSTAND 
205 GOTO 215
210 B$="PREFER 
215 GOSUB 600
220 GOTO A2 OF 235, 245, 255
225 B$="THIS MANUAL."
230 GOTO 260
```
Once entered, the program is used to construct a simple three word sentence. The first word is always "I". The last two words are selected, by you, from a list provided by the program.

Okay, run it.

Here are some of the expressions selected by previous students.

RUN

*** COMMENT ***
AT LAST, A CHANCE TO EXPRESS YOUR FEELINGS.
YOU MAY SELECT THE VERB AND OBJECT FOR YOUR STATEMENT. SIMPLY TYPE THE NUMBER OF THE WORD OR PHRASE YOU WISH FROM EACH LIST.
PICK AN OBJECT:
1=SLEEPING, 2=HP BASIC, 3=PROGRAMMING, 4=THIS MANUAL
? 2
PICK A VERB:
1=HATE, 2=DON'T UNDERSTAND, 3=PREFER, 4=LOVE
? 2
I DON'T UNDERSTAND HP BASIC.
WHERE HAVE I FAILED?
CARE TO TRY AGAIN? YES

PICK AN OBJECT:
1=SLEEPING, 2=HP BASIC, 3=PROGRAMMING, 4=THIS MANUAL
? 3
PICK A VERB:
1=HATE, 2=DON'T UNDERSTAND, 3=PREFER, 4=LOVE
? 1
I HATE PROGRAMMING.
WHERE HAVE I FAILED?
CARE TO TRY AGAIN? YES

PICK AN OBJECT:
1=SLEEPING, 2=HP BASIC, 3=PROGRAMMING, 4=THIS MANUAL
? 1
PICK A VERB:
1=HATE, 2=DON'T UNDERSTAND, 3=PREFER, 4=LOVE
? 4
I LOVE SLEEPING.
WHAT DOES THAT HAVE TO DO WITH BASIC?
CARE TO TRY AGAIN? YES

PICK AN OBJECT:
1=SLEEPING, 2=HP BASIC, 3=PROGRAMMING, 4=THIS MANUAL
? 4
PICK A VERB:
1=HATE, 2=DON'T UNDERSTAND, 3=PREFER, 4=LOVE
? 3
I PREFER THIS MANUAL.
THAT'S THE SPIRIT!

DONE
1 The SCR command clears the computer in anticipation of new data. The RUN command executes a program.

2 The line numbers are 10 and 20. The lowest line number is always executed first. If the line numbers are reversed, the END command would execute first. A program without line numbers will not be accepted by the computer.

3 The computer evaluated the arithmetic expression when the program was executed. The expression 2-2 would yield a result of 0.

4 The computer would respond with 2+2. Any characters or numbers enclosed by quotation marks are considered part of a string and are printed as entered.

1 The LET statement. The INPUT statement. The READ statement.

2 30 LET A = 1000
   30 INPUT A
   40 PRINT "A" or 30 INPUT A$
   40 PRINT A$

3 LET D = A+B+C

4 10 INPUT A,B,C
   20
   30

5 The READ statement.

1 DATA
2 F
3 C
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1  30.94671
2  .3094671
3  2.456902E+18
4  1.000000E-30
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Assignment solution

LIST

10  PRINT "                  ASSETS     LIABILITIES"
15  PRINT
20  PRINT SPA(20);"40,000.00";TAB(37);"5,000.00"
25  PRINT SPA(23);"375.00";TAB(36);"10,000.00"
30  PRINT SPA(20);"15,000.00";TAB(36);"33,000.00"
35  PRINT SPA(23);"300.00";TAB(37);"7,675.00"
40  PRINT SPA(20);"";TAB(36);"";TAB(37);""
45  PRINT SPA(20);"55,675.00";TAB(36);"55,675.00"
99  END

RUN

<table>
<thead>
<tr>
<th>ASSETS</th>
<th>LIABILITIES</th>
</tr>
</thead>
<tbody>
<tr>
<td>40,000.00</td>
<td>5,000.00</td>
</tr>
<tr>
<td>375.00</td>
<td>10,000.00</td>
</tr>
<tr>
<td>15,000.00</td>
<td>33,000.00</td>
</tr>
<tr>
<td>300.00</td>
<td>7,675.00</td>
</tr>
<tr>
<td>------------</td>
<td>-------------</td>
</tr>
<tr>
<td>55,675.00</td>
<td>55,675.00</td>
</tr>
</tbody>
</table>

DONE
calling the computer

Terminals which are not connected directly with the computer are called remote terminals. Regular telephone lines are used to connect remote terminals with the computer.

To establish the connection for your terminal, you must call the computer using the telephone number furnished by the system manager. This means that you must know how to operate your telephone connecting device as well as your terminal.
If your equipment is all in one unit, like this you have a *data set*.

If your equipment is in two pieces, like this you have a regular telephone and a *coupler/modem*.

**HOW TO USE A DATA SET**

1. Turn the terminal ON and set the switch to the ON-LINE position.

2. Press the TALK button on the data set.

3. Remove the receiver and dial the computer's telephone number.

4. When you hear a high pitched tone in the receiver, press the DATA button on the data set until it lights, and place the receiver in its cradle.

5. Log on, you're ready to go.
HOW TO USE A COUPLER/MODEM

1  Turn the terminal ON and set the switch to the ON-LINE position.

2  Set the coupler's power switch to ON.

3  Set the coupler's line switch (if there is one) to ON-LINE.

4  If your coupler has a duplex switch, set it to FULL.

5  Remove the telephone's receiver and dial the computer's telephone number.

6  When you hear a high-pitched tone, place the receiver into the coupler receptacle.

7  Log on, you're ready to go.