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This publication provides, for reference
purposes, a detailed definition of the
machine functions performed by System/370.

The publication describes each function to
the level of detail that must be understood
in order to prepare an assembler-language
program that relies on that function. It
does not, however, describe the notation
and conventions that must be employed in
preparing such a program, for which the
user must instead refer to the appropriate
assembler~language publication, such as the

0S/VS-DOS/VSE-VM/370 Assembler Langquage,
GC33~4010.

The information in this publication 1is
provided principally for use by
assembler-language programnmers, although
anyone concerned with the functional

details of System/370 will find it useful.

Note that this publication is written as a
reference document and should not be
considered an introduction or a textbook
for System/370. It assumes the user has a
basic knovledqge of data processing systenms
and, specifically, the System/370, such as
can be derived from the Introduction to IBM
Data Processing Systems, GC20-1684, and the
IBM System/370 System Summary: Processors,
GA22~7001. All publications relating to
System/370 are listed and described in the

IBY  System/370 and 4300 Progessors
Bibliography, GC20-0001.
All facilities discussed in this

publication are not necessarily available
on every model of System/370. Furthermore,
in some instances the definitions have been
structured to allow for some degree of

extensibility, and therefore certain
capabilities may be described or implied
that are not offered on any model.
Examples of such capabilities are the

provisions for the number of channel-mask
bits in the control register, for the size

of the CPU address, and for the number of
CPUs sharing main storage. The allovance
for this type of extensihility should not

be construed as implying any intention by
IBM to provide such capakilities. For
information about the characteristics and
availability of features on a specific
System/370 model, use the functional
characteristics publication for that model.
The availability of features on System/370
mrodels is summarized in the IBM System/370
System Summary: Processors, GA22-~7001.°

largely because the publication is arranged
for reference purposes, certain words and
phrases appear, of necessity, earlier in

the publication than the principal
discussions explaining them. The reader
who encounters a problem of this sort
should refer to the index, which indicates
the location of the key description.

The information presented in this
publication is grouped in 13 chapters and
several aprendixes:

some of the major

Introductiop highlights
features of System/370.

Organization describes the major groupings
within the system—-the central processing
unit (CPU), storage, and input/output--with
some attention given to the composition and
characteristics of those groupings.

the information formats,

Storage explains

the types of addresses used to access
storage, and the facilities for storage
protection. It also deals with dynamic
address translation (DAT), which, coupled

with special programming support, makes the

use of a virtual storage possible in
System/370. DAT eliminates the need to
assign a program to a fixed location in

reduces the
systen and

real storage and thus

addressing constraints on
problem programs.
Control describes in depth the facilities
for the switching of system status, for
special externally initiated operations,
and for debugging and timing the systen.
It deals specifically with CPU states,
control modes, the program-status word
(PSW), control registers, program-event
recording, timing facilities, resets, store
status, and initial program loading.

Progranm explains the role of
instructions in program execution, looks in
detail at instruction formats, and
describes briefly the use of the program
status vword (PSW), of branching, and of
interruptions. It <contains the principal
description of the dual-address-space (DAS)
facility. It also details the aspects of
program execution on one CPU as observed by
channels or another CPU.

Execution

Interruptions details the System/370
mechanism that permits the CPU to change

its state as a result of conditions
external to the system, within the systen,

or within the CPU itself. Six classes of
interruptions are identified and described:
machine-check interruptions, program
interruptions, supervisor-call interrup-

tions, external interruptions, input/output
interruptions, and restart interruptions.
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General Instructions contains detailed
descriptions of all unprivileged
instructions, except for the decimal and

floating-point instructions.
Decimal Instructions describes in detail
the decimal instructions, which, together
with the general instructions, make up the
commercial instruction set.

Floating-Point Instructions contains
detailed descriptions of the instructions
provided by the floating-point feature and

by the extended-precision floating-point
feature.
Control nstructions contains detailed

descriptions of all of the semiprivileged
and privileged instructions, except for the
I/0 instructions.

Machine-Check Handling describes the
System/370 mechanisnm for detecting,
correcting, and reporting machine
malfunctions.

Input/Output Operations explains the

programmed control of I/0 devices by the

channel and by the CPU. It includes
detailed descriptions of the I/0
instructions, channel-command words, and

other I/0O-control formats.

Operator Facilities describes the basic
manual functions and controls available for
operating and controlling the systenm.

. Information about number

representation
° Instruction-use examples

. Lists of the instructions arranged in
several sequences

. summary of condition-code settings

iv

. A 1list of the System/370 facilities
and an indication of their
availability as features on models
that implement the Systemn/370
architecture.

. A table of the powers of 2

. Tabular information helpful in dealing
with hexadecimal numbers

. An EBCDIC chart

- A discussion of changes affecting
compatibility between System/360 and
System/370

. A discussion of changes affecting

compatibility within System/370

SIZE NOTATION

The letters K and M denote the multipliers
210 and 220, respectively. Although the
letters are borrowved from the decimal
system and stand for kilo (103) and mega
(10¢), they do not have the decimal meaning
but instead represent the povwer of 2
closest to the corresponding power of 10.

Their meaning in this ©publication is as
follows:

r Ll A

| Symbol | Value |

[ 1 ]

T T 1

| K (kilo) | 1,024 = 210 |

| | |

| M (mega) | 1,048,576 = 220 |

L 1 J

The following are some examples of the use
of K and M:

2,048 is expressed as 2K.
4,096 is expressed as UK.
65,536 is expressed as 64K (not 65K).
224 js expressed as 16M.

When the words "thousand" and "million" are
used, no special pover-of-2 meaning 1is
assigned to then.



The abbreviations used often in this
publication and their meanings are given in
the following list. Instruction mnemonics

are listed in Appendix C-.under "Instruc-

tions Arranged by Mnemonic."

AFT ASN first table

AFTO ASN-first-table origin

AFX ASN-first-table index

AKM authorization key mask

ASN address-space number

AST ASN second table

ASTE AST entry

ASTO AST origin

ASX ASN-second-table index

AT authority table

ATL authority-table length

ATO authority-table origin

AX authority index

BC basic control (a mode bit in the
PSW)

CAI channel-available interruption

CAW channel-address word

CBC checking-block code

CCwW channel-command word

CPU central processing unit

CSW channel-status word

DAS dual address space (facility)

DAT dynamic address translation

EC extended control (a mode bit in
the PSW)

EKM entry key mask

ET entry table

ETL entry-table length

ETO entry-table origin

EX entry index or execute

hex
ID
IDAW
ILC
INML
1/0
IOEL

IPL

LT

LTD
LTL
LTO

LX

PASN
PC
PC-cp
PC-ss

PCI

PER
PFRA
PRM
PSTD
PSTL
PSTO
PSW
PT

PT-cp

PT-ss

ABBREVIATIONS

hexadecimal

identifier; identification
indirect-data-address word
instruction-length code

initial microprogram loading
input/output

I/0 extended logout

initial program load

1,024 (bytes)

linkage table

linkage-table designation
linkage-table length
linkage-table origin

linkage index

1,048,576 (bytes)

primary ASN

program call

program call to current primary
program call with space switching

program-controlled interruption
(flag in CCW or function)

program-event recording
page-frame real address

PSW-key mask

primary segment-table designation
primary segment-table length
primary segment-table origin
program-status word

program transfer

program transfer to current
primary

program transfer with space
svitching



PTL
PTO
PX

RR

RRE

RS

RX

SASN

SI

SLIY

vi

page-table length
page-table origin
page index

register—-and-register instruction
format (or operation)

register-and-register instruction
format (or operation) using an
extended operation code

register-and-storage instruction
format (or operation)

register-and-indexed-storage in-
struction format (or operation)

implied-operand-and-storage in-
struction format (or operation)

secondary ASN

storage~-and-immediate-operand in-
struction format (or operation)

suppress length indication (flag
in CCW)

SS

SSAR

SSAR-CP

SSAR-ss

SSE

SSTD

SSTL
SSTO
STD
STL
STO
TLB

TOD

storage-and-storage instruction
format (or operation)

set secondary ASN

set secondary ASN to current
primary

set secondary ASN with space
sv¥itching

storage—and-storage instruction
format (or operation) using an
extended operation code

secondary segment-table designa-
tion

secondary segment-table length
secondary segment-table origin
segment~-table designation
segment-table length
segment-table origin
translation-lookaside buffer

time of day
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This publication describes t he IBM
System/370 architecture. The architecture
of a machine defines its attributes as seen
by the programmer, that 1is, the conceptual
structure and functional behavior of the
machine, as distinct from the organization
of the data flow, the logical design, the
physical design, and the performance of any

particular implementation. Several
dissimilar machine implementations may
conform to a single architecture. When
programs running on different machine

implementations produce the results that
are defined by a single architecture, the
implementations are considered to be
compatible.

IBM System/370 is a product of the
experience gained in developing and using a
few generations of compatible general-
purpose systems. Starting with System/360
as a base, it incorporates a number of new
facilities, which are described below.

. Dynamic address translation (DAT) is a
facility that eliminates the need to
assign a program to fixed locations in
real main storage and thus reduces the
addressing constraints on both systen
and problem programs, provides dreater
freedom in program design. DAT
permits a more efficient and effective
utilization of main storage. When one
of the operating systems for virtual
storage is used, dynamic address
translation allows the use of up to
16,777,216 bytes of virtual storage.
Two page sizes (2K and 4K bytes) and
two segment sizes (64K and 1M bytes)
are provided, although some models
offer only the 64K-byte-segment size.
Extensions to this facility include
the common-segment Lkit, the use of
which increases the effective size of
the translation-lookaside buffer and
thus improves CPU performance, and the
instruction INVALIDATE PAGE TABLE
ENTPY, which improves CPU performance
in a demand-paging environment.

. Channel indirect data addressing, a
companion facility to dynamic address

translation, provides assistance in
translating data addresses for 1I/0
operations. It permits a single
channel-command word to control the
transmission of data that spans
noncontiguous areas of real main
storage.

Multiprocessing provides for the
interconnection of CPUs to enhance
system availability and share data and
resources. It includes facilities for
shared main storage, for programmed
and special machine signaling between
CPUs, and for the programmed
reassignment of the first 4,096 bytes
of real storage for each CPU.

Channel-set switching permits the
collection of channels in a channel
set to be connected to any CPU in a
multiprocessing configuration.

Timing facilities include a TOD clock,
a clock comparator, and a CPU timer,
along with an interval timer that is
also available in System/360. The TOD
clock provides a measure of elapsed
time suitable for the indication of
date and time; it has a cycle of
approximately 143 years and a
resolution such that the incrementing
rate is comparable to the
instruction-execution rate of the
model. The clock comparator provides
for an interruption when the TOD clock
reaches a program-specified value.
The CPU timer is a high-resolution
timer that initiates an interruption
upon being decremented past zero.

Extended-precision floating point
includes the facilities for addition,
subtraction, and multiplication of
floating-point numbers with a fraction
of 28 hexadecimal digits. Included in
the feature are instructions for
rounding from extended to long and
from long to short formats.

Program-event recording provides
program interruptions on a selective
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basis as an aid in program debugging.

The instruction MONITCR
for passing control
proaram when selected indicators are
reached in the monitored program. It
can be used, for example, in analyzing
which programs get executed, how
often, and in what length of time.

CALL provides
to a monitoring

Recovery extensions include (1) the
CLEAR CHANNEL instruction, for
performing an I/O-system reset on a
channel and on the associated 1I/O
interface, (2) provisions for a
detailed indication of the cause of
external damage, and (3) logout
indications of whether the I/0
interface is operative and the logout
valid.

Protection extensions include
(1) low-address protection, the use of
which increases the protection of
storage locations 0 through 511, which
are vital to the system control
program, and (2) the TEST PROTECTION
instruction, which can be used to
perform tests for potential protection

violations without causing program
interruptions for protection
exceptions.

The dual-address-space (DAS) facility

provides for the support of
semiprivileged ©programs, which are
executed in the ©problem state but
which, when allowed by authorization
controls, are also permitted to use
additional capatilities previously

available only through the assistance

of supervisor-state programs. The
capabilities include (1) a PSW-key
mask that controls the PSW keys which
can be set by the program, (2) a
second address space, called the
secondary address space, together with
an address-space-control bit in the

PSW that permits the program to switch
between the primary and secondary
address spaces, and (3) a table-based
linkage mechanism which permits a
proagram with one authority to call a
program with greater authority.

The service-signal external
interruption provides the program with

a signal that the service processor
has completed a function that was
requested by means of the DIAGNOSE

instruction.

The instruction TEST BLOCK permits the
program to test the wusability of a
block of storage.

The instruction BRANCH ANL SAVE may be
used in place of EBRANCH AND LINK when
it is desirable to obtain the
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instruction address without the
instruction-length code, program mask,
and condition code.

. The block-multiplexer channel, which
permits concurrent processing of
multiple channel programs, provides an
efficient means of handling I/0
devices that transfer data on the I/O0
interface at a high data rate but have
relatively 1long periods of channel
inactivity between transfers.

GENERAL-PURPOSE DESIGN

System/370 is a general-purpose system that
can readily be tailored for a variety of
applications. A commercial instruction set
provides the basic processing capabilities
of the systen. If the floating-point
feature is installed with the commercial
instruction set, a universal instruction
set 1is obtained. Adding other features,
such as the extended-precision floating-
point feature or the conditional-swapping
feature, extends the processing
capabilities of the system still further.

System/370 has the capability of addressing
a main storage of 16,777,216 bytes, and the
System/370 translation feature, used with
appropriate programming support, can
provide a user this maximum address space
even when a lesser amount of real storage
is attached. This feature and this support
permit a System/370 model with limited real
storage to be used for a much wider set of
applications, and they ma ke many
applications with requirements for
extensive storage practical and convenient.
Additionally, for many System/370 models,
the speed of accessing storage is improved
by the use of a cache. The cache is a
buffer--not apparent to the user--that
often provides information requested from
storage without the delay associated with
accessing storage itself.

Another major aspect of the general-purpose
design of System/370 1is the capability
provided to attach a wide variety of 1I/0
devices through a selector channel and two
types of multiplexing channels. System/370
has a byte-multiplexer channel for the
attachment of unbuffered devices and of a
large number of communications devices.
Additionally, it offers a block-multiplexer
channel, which is particularly well-suited
for the attachment of buffered devices and
high-speed cyclic devices.

An individual System/370 installation is
obtained by selecting the system components
best suited to the applications from a wide
variety of alternatives in internal
performance, functional ability, and



input/output.

COMPATIBILITY

COMPATIBILITY AMONG SYSTEM/370 MODELS

Although
implementation
logically

compatible.
simplicity
system backup,
Specifically, any

models of System/370 differ in
and physical «capabilities,
they are wupward and downward
Compatibility provides for

in education, availability of
and ease in system growth.
program gives identical

results on any model, provided that it:

1.

2.

Is not time-dependent.

Does not depend on system facilities
(such as storage capacity, 1I/0
equipment, or optional features) being
present when the facilities are not
included in the configuration.

Does not depend on system facilities
being absent when the facilities are
included in the configuration. For

example, the program should not depend
on interruptions caused by the use of
operation codes or command codes that
in some models are not assigned or not
installed. Also, it must not use or
depend on fields associated with
uninstalled facilities. For example,
data should not te placed in an area
used by another model for 1logout.
Similarly, the program must not use or
depend on unassigned fields in machine
formats (control registers,
instruction formats, etc.) that are
not explicitly made available for
program use.

Does not depend on results or
functions that are defined in this
publication to be unpredictable or
model-dependent, or on special-purpose
functions (such as emulators) that are
not described in this publication.
This includes the requirement that the

program should not depend on the
assignment of I/0 addresses and CPU
addresses.

Does not depend on results or
functions that are defined in the
functional-characteristics publication
for a particular model to be
deviations from this publication.

Takes into account those changes made
to the original System/370
architectural definition that affect

compatibility among System/370 models.
These changes are described in
Appendix I.

COMPATIBILITY
SYSTEM/370

BETWEEN SYSTEM/360 AND

System/370 is forward-compatible from
System/360. A program written for the
System/360 will run on the System/370,
provided that it:

1. Observes the limitations described in

the preceding section.

2. Does not use PSW bit 12 as an ASCII
bit (a special case of the second rule
in the preceding section).

3. Does not use or depend on main-storage
locations assigned specifically for
System/370, such as the interruption-
code areas, the machine-check save
areas, and the extended-logout area (a
special case of the third rule in the
preceding section).

4. Takes into account other changes made

to the System/360 architectural
definition that affect compatibility
between System/360 and System/370.

These changes are described in

Appendix H.

Programming Note

This publication assigns meanings to
various operation codes, to bit positions
in instructions, channel-command words,
registers, and table entries, and to fixed
locations in the low 512 bytes of storage
(addresses 0-511). Other operation codes,
bit positions, and 1low-storage 1locations

are specifically noted as being available

for programming use. The remaining ones
are unassigned and reserved for future
assignment to new facilities and other

extensions of the architecture.

To ensure that existing programs run if and
when such new facilities are installed,
programs should not depend on an indication
of an exception as a result of invalid
values that are currently defined as being
checked. If a value must be placed 1in
unassigned positions that are not checked,

the program should enter zeros. When the
machine provides a c¢ode or field, the
program should take into account that new
codes and bits may be assigned in the
future. The progranm should not use
unassigned low-storage locations for

keeping information since these 1locations
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may be assigned in the future in such a way
that the machine causes this location to be
changed.

SYSTEM PROGRAM

The system 1is desiqgned to operate with a
supervisory program that coordinates the
use of system resources and executes all
I/0 instructions, handles exceptional
conditions, and supervises scheduling and
execution of multiple programs.

AVAILABILITY

Availability is the capability of a system
to accept and successfully process an
individual job. System/370 permits
substantial availability by (1) allowing a
large number and broad range of jobs to be
processed concurrently, thus making the
system readily accessible to any particular
job, /and (2) limiting the effect of an
error and identifying more precisely its
cause, with the result that the number of
jobs affected by errors is minimized and
the correction of the errors facilitated.

Several design aspects make this possible.

. )\ program is checked for the
correctness of instructions and data
as the program is executed, and
program errors are indicated separate
from equipment errors. Such checking
and reporting assists in 1locating
failures and isolating effects.

. The protection facilities, in
conjunction with dynamic address
translation, permit the protection of
the contents of storage from
destruction or nmisuse caused by
erroneous or unauthorized storing or
fetching by a program. This provides
increased security for the user, thus
permitting applications with different
security requirements to be processed
concurrently with other applications.

. Dynamic address translation allows
isolation of one application from
another, still ©permitting them to
share common Tresources. Also, it
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permits the implementation of virtual
machines, which may be wused in the
design and testing of new versions of
operating systems along with the
concurrent processing of application
programs. Additionally, it provides
for the concurrent operation of
incompatible operating systems.

Multiprocessing and channel-set
switching permit better use of storage
and processing capabilities, more

direct communication between CPUs, and
duplication of resources, thus aiding
in the continuation of systen
operation in the event of machine
failures.

MONITOR CALL, program-event recording,
and the timing facilities permit the
testing and debugging of programs
without manual intervention and with
little effect on the concurrent
processing of other programs.

Emulation is performed under
supervisory program control, thus
making it possible to perform
emulation concurrently with other
applications.

On most models, error checking and
correction (ECC) in main storage,
instruction retry, and command retry
provide for circumventing intermittent
equipment malfunctions, thus reducing
the number of equipment failures.

An enhanced machine-check handling
mechanism provides model-independent
fault isolation, which reduces the
number of programs impacted by
uncorrected errors. Additionally, it
provides model-independent recording
of machine-status information. This
leads to greater machine-check
handling compatibility between models
and improves the capability for
loading and running a program on a
different model when a system failure
occurs.

A small number of manual controls are
required for basic system operation,
permitting most operator-system
interaction to take place via a unit
operating as an I/O device and thus
reducing the possibility of accidental
operator errors.
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Logically, System/370 consists of main
storage, one or more central processing
uhits (CrUs), operator facilities,
channels, and input/output devices.
Input/output devices are usually attached
to channels through control units. The
physical identity of these functions may
vary among implementations, called
"models." The figqgure "Logical Structure"
depicts the 1logical structure for a
single-CcPuU system and for a two-CPU
multiprocessing system.

Specific processors may differ in their
internal characteristics, the number and
types of channels, the size of main
storage, and the representation of the
operator facilities. The differences 1in
internal characteristics are apparent to

the observer only as differences in machine
performance.

Model-dependent configuration
be provided to change

storage and the number
instances, the configuration controls may
be used to partition a single system into
miltiple systenms. Each of the systems so
configured has the same structure, that is,
main storage, one oOr more CPUs, and
channels. Each system is isolated from the

controls may
the amount of main
of CPUs. In some

other in that the main storage in one
system is not directly addressable by the
CvUs and channels in the other. It is,
however, possible for one systenm to

communicate with another by means of shared
/0 devices or a channel-to-channel
adapter. At any one time, the storage,
CPUs, and channels connected together in a
system are referred to as being in the
configuration. Each CPU and storage
location can be in only one configuration
at a time.

MAIN STORAGE

Main storage provides the system with
directly addressable fast-access storage.
Both data and programs must be loaded into
main storage from input devices before they
can be processed. The amount of main
storage available on the system depends on
the model, and, depending on the model, the
amount in the confiquration may be under
control of model-dependent configuration
controls. The storage 1is available in
multiples of 2,048-byte blocks. At any one
time, each block of storage in the
confiquration is addressed with the same
absolute addresses by all CPUs and channels
in the configuration. Each block of
storage is accessible to all CPUs and
channels in the configuration.

Main storage nmay be
integrated with a CPU or constructed as
standalone units. Additionally, main
storage may be composed of large-volume
storage and a faster-access buffer storage,
sometimes called a cache. Each CPU may
have an associated cache. The effects,
except on performance, of the physical
construction and the use of distinct
storage media are not observable by the
progranm.

either physically
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Logical Structure
CENTRAL PROCESSING UNIT process binary integers and floating-point
numbers of fixed length, decimal integers
of variable length, and logical information
The central processing unit (CPU) is the of either fixed or variable length.
controlling center of the systen. It Processing may be in parallel or in series;
contains the sequencing and processing the width of the processing elements, the
facilities for instruction execution, multiplicity of the shifting paths, and the
interruption action, timing functions, degree of simultaneity in performing the
initial program loading, and other different types of arithmetic differ from
machine-related functions. one CPU to another without affecting the
logical results.
The physical makeup of the CPU may differ
among models, but the 1logical function Instructions which the CPU executes fall
remains the same. The result of executing into five classes: general, decinmal,
a valid instruction is the same for each floating-point, control, and input/output
model. instructions. The general instructions are
used in performing fixed-point arithmetic
The CPU, in executing instructions, «can operations and 1logical, branching, and
2-2 System/370 Principles of Operation
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other nonarithmetic operations. The
decimal instructions operate on data in the
decimal format, and the floating-point
instructions on data in the floating-point
format. The <control instructions and the
input/output instructions are privileged
instructions that can be executed only when
the CPU is in the supervisor state.

To perform its functions, the CPU may use a
certain amount of internal storage.
Although this internal storage may use the
same physical storage medium as main
storage, it is not considered part of main
storage and is not addressable by progranms.

The CPU provides registers which are
available to programs but do not have
addressable representations in main
storage. They include the current
program-status word (PSW), the general
registers, the floating-point registers,
the control registers, the prefix register,
and the registers for the TOD clock, the
clock comparator, and the CPU timer. The
instruction operation code determines which
type of register is to be used in an
operation. See the fiqure "General,
Floating-Point, and Control Registers"
later in this chapter for the format of
those registers.

PROGRAM-STATUS WORD

The program-status word
instruction address, condition code, and
other information used to control
instruction sequencing and to determine the
state of the CPU. The active or
controlling PSW is called the current PSW.

(PSW) includes the

It governs the program currently being
executed.
The CPU has an interruption capability,

which permits the CPU
another program in

to switch rapidly to
response to exceptional
conditions and external stimuli. When an
interruption occurs, the CPU places the
current PSW in an assigned storage
location, called the o01d-PSW location, for
the particular class of interruption. The
CPU fetches a new PSW from a second
assigqned storage location. This new PSW
determines the next program to be executegd.
When it has finished processing the

interruption, the interrupting progranm
reloads the o01ld PSW, making it again the
current PSW, so that the interrupted
program canh continue.

There are six classes of interruption:
external, I/0, machine check, progranm,

restart, and supervisor call. Each class
has a distinct pair of 0l1ld-PSW and new-PSW
locations permanently assigned in storage.

GENERAL REGISTERS

Instructions may designate information in
one or more of 16 general registers. The
general registers may be used as
base-address registers and index registers
in address arithmetic and as accumulators
in general arithmetic and logical
operations. Each register contains 32
bits. The general registers are identified
by the numbers 0-15 and are designated by a
four-bit R field in an instruction. Some
instructions provide for addressing
multiple general registers by having
several R fields. For some instructions,
the use of a specific general register is
implied rather than explicitly designated
by an R field of the instruction.

For some operations, two adjacent general
registers are coupled, providing a 64-bit
format. In these operations, the program
must designate an even-numbered register,
which contains the leftmost (high-order) 32
bits. The next higher-numbered register
contains the rightmost (low-order) 32 bits.

In addition to their use as accumulators in
general arithmetic and 1logical operations,
15 of the 16 general registers are also
used as base-address and index registers in
address generation. In these cases, the
registers are designated by a four-bit B
field or X field in an instruction. A
value of zero in the B or X field specifies
that no base or index is to be applied,
and, thus, general register 0 cannot be
designated as containing a base address or
index.

FLOATING-POINT REGISTERS

Four floating-point registers are available
for floating-point operations. They are
identified by the numbers 0, 2, 4, and 6.
Each floating-point register is 64 bits
long and can contain either a short
(32-bit) or a long (64-bit) floating-point

operand. A short operand occupies the
leftmost bit positions of a floating-point
register. The rightmost portion of the

register is ignored and
in arithmetic operations that call for
short operands. Two pairs of adjacent
floating-point registers can be used for
extended operands: registers 0 and 2, and
registers 4 and 6. Each of these pairs
provides for a 128-bit format.

remains unchanged
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CONTROL REGISTERS

The CPU has ©provisions for 16 control
registers, each having 32 kit positions.

The bit positions in the registers are
assigned to particular facilities in the
system, such as program-event recording,

either to specify that an
take place or to furnish
required by the

and are used
operation can
special information
facility.

The control registers are identified by the
numbers 0-15 and are designated by four-bit

2-4 System/370 Principles of Operation

R fields in the instructions LOAD CONTROL
and STORE CONTROL. Multiple control
registers can be addressed by these

instructions.

INPUT AND OUTPUT

Input/output (I/0) operations involve the
transfer of information between main
storage and an I/0 device. TI/0 devices and
their control units attach to channels,
which control this data transfer.
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Note: The brackets indicate that the two registers may be coupled as a double-register
pair, designated by specifying the lower—numbered register in the R field. For
; example, the general-register pair 0 and 1 is designated in the R field by the number 0.

General, Floating-Point, and Control Registers
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CHANNEL SETS

The group of channels which connects to a
particular CPU is called a channel set.
When channel-set switching is installed in
a multiprocessing system, the program can

control which CPU 1is connected to a
particular channel set. A CPU can be
connected to only one channel set at a

time, and a channel set can be connected to
only one CPU at a time.

CHANNELS

A channel relieves the CPU of the burden of
communicating directly with I/0 devices and
permits data processing to proceed
concurrently with I/0 operations. A
channel 1is connected with main storage,
with control units, and with a CPU.

A channel may be an independent unit,
complete with the necessary 1logical and
internal-storage <capabilities, or it may
time-share CPU facilities and te physically
integrated with the CPU. In either case,
the functions performed by a channel are
identical. The maximum data-transfer rate

may differ, however, depending on the
implementation.

There are three types of channels: byte-
multiplexer, block-multiplexer, and

selector channels.

2-6 System/370 Principles of Operation

INPUT/OUTPUT DEVICES AND CONTROL UNITS

Input/output devices include such equipment
as card readers and punches, magnetic-tape

units, direct-access storage, displays,
keyboards, printers, teleprocessing
devices, communications controllers, and

sensor-based equipment. Many I/0 devices
function with an external medium, such as
punched cards or magnetic tape. Some I/0
devices handle only electrical signals,
such as those found in sensor-based
networks. In either case, I/0-device
operation is requlated by a control unit.
In all cases, the control-unit function
provides the logical and buffering
capabilities necessary to operate the
associated I/0 device. From the
programming point of view, most
control-unit functions merge with
I/0-device functions. The control-unit
function may be housed with the I/0 device
or in the CPU, or a separate control unit
mavy be used.

OPERATOR FACILITIES

The operator facilities provide the
functions necessary for operator control of
the machine. Associated with the operator
facilities may be an operator-console
device, which may also be used as an I/0
device for communicating with the program.

The main functions provided by the operator
facilities include resetting, clearing,
initial ©program loading, start, stop,
alter, and display.
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discusses the representation
storage, how information
transformations, and
The chapter

address.
also contains a for selectively protecting
assigned storage storage, the operation of

and specifying the manner in which one type
of address is translated to another type of
Also presented are the mechanisms
portions of

locations.

The aspects of addressing which are covered
include describing the format of addresses,
introducing the concept of address spaces,
defining the various types of addresses,

reference recording, and lists of storage
locations having permanently assigned uses.

The term "main storage" (or "absolute

storage") is used to describe that storage
which |is addressable by means of an
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absolute address. This distinguishes
fast-access storage from auxiliary storage,

such as direct-access storage devices.
Because most references to main storage
apply to virtual storage, the abbreviated

term "storage'" is used in place of "virtual
storage," and it is also used in place of
"absolute storage" when the meaning is
clear.

Main storage ©provides the system with
directly addressable fast-access storage of
data. Both data and programs must be
loaded into main storage (from input
devices) before they can be processed.

Main storage may consist of standalone
units or be integrated with a CPU.
Additionally, main storage may be composed
of large-volume storage and a faster access
buffer storage, sometimes called a cache.
Each CPU may have an associated cache. The
effects, except on performance, of the
physical construction and the use of
distinct storage media are not observable
by the program.

Fetching and storing of data by the CPU are
not affected by any concurrent I/0 data
transfer or by concurrent reference to the
same storage location bty another CPU. VWhen
concurrent requests to a main-storage
location occur, access normally is granted
in a sequence that assigns highest priority
to references by channels and that
alternates priority between CPUs. If a
reference changes the contents of the
location, any subsequent storage fetches
obtain the new contents.
Main storage may be volatile or
nonvolatile. 1f it is volatile, the
contents of main storage are not preserved
wvhen power is turned off. If it is
nonvolatile, turning power off and then
back on does not affect the contents of
main storage, provided the CPU is in the
stopped state and no references are made to
main storage by channels when power is
turned off. In both types of main storage,
the contents of the keys in storage are not
necessarily preserved when the power for
main storage is turned off.

STORAGE ADDRESSING

Storage is viewed as a 1long horizontal
string of Dbits. For most operations,
accesses to storage proceed in a
left-to-right sequence. The string of bits
is subdivided into units of eight bits. An
eight-bit unit is called a byte, which is
the basic building block of all information
formats.

Each byte location in storage is identified
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by a unique nonnegative integer, which is
the address of that byte 1location or,
simply, the byte address. Adjacent byte
locations have consecutive addresses,
starting with 0 on the left and proceeding
in a left-to-right sequence. Addresses are

24-bit unsigned binary integers, which
provide 16,777,216 (224 or 16M) Dbyte
addresses.

The CPU performs address generation when it
forms an operand or instruction address, or
when it generates the address of a table
entry from the appropriate table origin and

index. It also performs address generation
when it increments an address to access
successive bytes of a field. Similarly,

the channel generates an address when it
increments an address to fetch a channel-
command word (CCW) from a CCW list, to
fetch an indirect-data-address word (IDAW)
from an IDAW list, or to transfer data.

When, during address generation, an address
is obtained that exceeds 224 - 1, the carry

out of the high-order bit position of the
address is ignored. This handling of an
address of excessive size 1is called

wraparound.

The effect of wraparound is to make the
sequence of addresses appear circular; that
is, address 0 appears to follow the maximunm
byte address, 16,777,215, Address
arithmetic and wraparound occur before
transformation, if any, of the address by
DAT or prefixing. In 16M-byte storage,
information may be located partially in the
last and ©partially in the first locatiomns
of storage and is processed without any
special indication of crossina the
maximum-address boundary.

INFORMATION FORMATS

Information is transmitted between storage

and the CPU or a channel one byte, or a
group of bytes, at a time. Unless
otherwise specified, a group of bytes in

addressed by the leftmost byte
of the group. The number of bytes in the
group is either implied or explicitly
specified by the operation to be performed.
When used in a CPU operation, a group of
bytes is called a field.

storage is

group of bytes, bits are
numbered in a left-to-right sequence. The
leftmost bits are sometimes referred to as
the "high-order" bits and the rightmost
bits as the "low-order" bits. Bit numbers
are not storage addresses, howvwever. Only
bytes can be addressed. To operate on
individual bits of a byte in storage, it is
necessary to access the entire byte.

Within each



The bits in a byte are numbered
7, from left to right.

0 through

an address are numbered 8
through 31. Within any other fixed-length
format of multiple bytes, the bits making
up the format are consecutively numbered
starting from O.

The bits in

For purposes of error detection, and in
some models for <correction, one or more
check bits may be transmitted with each
byte or with a qroup of bytes. Such check
bits are generated automatically by the

machine and cannot be directly controlled

by the program. References in this
publication to the length of data fields
and registers exclude mention of the
associated check bits. All storage
capacities are expressed in number of
bytes.

when the length of an
implied by the operation code of an
instruction, the field is said to have a
fixed length, which can be one, two, four,
or eight Dbytes. Larger fields may be
implied for control blocks associated with
some instructions.

operand field is

When the length of an operand field is not
implied but is stated explicitly, the field
is said to have variable length.
Variable-length operands can vary in length
by increments of one byte.

When information is placed
contents of only those byte 1locations are
replaced that are included in the
designated field, even though the width of

in storage, the

the physical path to storage may be greater
than the length of the field being stored.

INTEGRAL BOUNDARIES

Certain wunits of information must be
located in storage on an integral boundary.
A boundary is called integral for a unit of
information when its storage address 1is a
multiple of the 1length of the wunit in
bytes. Special names are given to fields
of two, four, and eight bytes when they are
located on an integral boundary. A
halfword 1is a group of two consecutive
bytes on a two-byte boundary and is the
basic building block of instructions. A
word is a group of four comnsecutive bytes
on a four-byte boundary. A doubleword is a
group of eight consecutive bytes on an
eight-byte boundary. (See the figure
"ITntegral Boundaries with Storage
Addresses.")

When storage addresses designate halfwords,
words, and doublewords on integral
boundaries, the binary representation of
the address contains one, two, or three
rightmost zero bits, respectively.

Instructions must appear on two-byte
integral boundaries, and channel-command
words and the storage operands of certain
instructions must appear on other integral
boundaries. The storage operands of most
instructions do not have boundary-alignment
requirements.
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Inteqral Boundaries with Storage Addresses

BYTE-ORIENTED-OPERAND FEATURE

The byte-oriented-operand feature is
standard on System/370. This feature
permits st orage operands of most

unprivileged instructions to
byte boundary.

appear on any

The feature does not pertain to instruction
addresses or to the operands for COMPARE
AND SWAP (CS) and CCMFARE DOUBLE AND SWAP
(CDS) . Instructions must appear on
two-byte inteqgral boundaries. The
low-order bit of a branch address must be
zero, and the instruction EXECUTE must
designate the target instruction at an even
byte address. COMPARE AND SWAP nmust
designate a four-byte integral boundary,
and COMPARE DOUBLE AND SWAP must designate
an eight-byte integral toundary.

Programming Note

with
2,

For fixed-field-length operations
field 1lengths that are a power of
significant performance degradation is
possible when storage operands are not
positioned at addresses that are integral
multiples of the operand length. To
improve performance, frequently used
storage operands should be aligned on
integral boundaries.
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ADDRESS TYPES

For purposes of
three basic
recognized:
The
basis
applied

addressing main storage,
types of addresses are
absolute, real, and virtual.
addresses are distinguished on the
of the transformations that are

to the address during a storage
access. In addition to the three basic
types, additional types are defined which
are treated as one or another of the three
basic types, depending on the instruction
and the current mode.

Absolute Address

An absolute address is the address assigned
to a main-storage 1location. An absolute
address 1is used for a storage access
without any transformations performed on
it.

to a shared
the same

All CPUs and channels refer
main-storage 1location by using
absolute address. Available main storage
is usually assigned contiguous absolute
addresses starting at 0, and the addresses
are always assigned in complete 2K-byte
blocks. An exception is recognized when an
attempt is made to wuse an absolute address
in a 2K-byte block which has not been
assigned to physical 1locations. On some
models, storage-configuration controls may
be provided which permit the operator to
change the correspondence between absolute
addresses and physical locations. However,
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at any one time,
associated with
address.

a physical location is not
more than one absolute

Main storage consisting of byte locations

sequenced according to their absolute
addresses is referred to as absolute
storage.

Real Address

A real address 4identifies a location in
real storage. When a real address is used
for an access to main storage, it is
converted, by means of prefixing, to an
absolute address.

At any instant there is one real-address to
absolute-address mapping for each CPU in
the system. When a real address is used by
a CPU to access main storage, it is
converted to an absolute address by
prefixing. The particular transformation
is defined by the value in the prefix

register for the CPU.
Main storage consisting of byte locations

sequenced according to their real addresses
is referred to as real storaaqe.

Effective Address

it is convenient to use
"effective address." An effective
address is the address which results €from
address arithmetic, before address
translation, if any, is performed. Address
arithmetic is the addition of the base and
displacement or of the base, index, and
displacement. Address translation converts
virtual to real, and prefixing converts
real to absolute.

In some situationms,
the term

Virtual Address

a location in
When a virtual address is

A virtual address identifies
virtual storage.

used for an access to main storage, it is
translated by means of dynamic address
translation to a real address, which is
then further converted to an absolute
address.

Primary Virtual Address

A primary virtual address is a virtual

address which is to be translated by means

designation.
addresses are
wvhen DAT is on.

of the primary segment-table
Without DAS, all 1logical
treated as primary virtual

With DAS, logical addresses and instruction
addresses are treated as primary virtual
when in primary-space mode. The
first-operand address of MOVE TO PRIMARY
and the second-operand address of MOVE TO
SECONDARY are alvays treated as vprimary
virtual.

Secondary Virtual Address

A secondary virtual address is a virtual

address which is to be translated by means
of the secondary segment-table designation.
Without DAS, secondary virtual addresses do
not occur. With DAS, logical addresses are

treated as secondary virtual wvhen in
secondary-space mode. The second-operand
address of MOVE TO PRIMARY and the

first-operand address of MOVE TO SECONDARY
are always treated as secondary virtual.

Logical Address

Most addresses specified by the program are
logical addresses. Without DAS, logical
addresses are treated as real addresses
when DAT is off and as virtual addresses
vhen DAT is on. With DAS, a 1logical
address is treated as real in real mode,
treated as primary virtual in primary-space
mode, and treated as secondary virtual in
secondary-space mode. The storage-operand
addresses for most instructions are logical
addresses. However, some instructions have
storage-operand addresses or storage
accesses associated with the instruction

which do not follow the rules for logical
addresses. In all such cases, the
instruction definition contains a

definition of the type of address.

Instruction Address

Without DAS, instruction addresses are the
same as logical addresses. With DAS, an
instruction address is treated as real in
real mode, treated as primary virtuval in
primary-space mode, and treated as either
primary virtual or secondary virtual in
secondary-space mode. The branch address
for all branch instructions and the target
of EXECUTE are instruction addresses.

When the CPU is 1in the secondary-space
mode, it is unpredictable wvhether
instructions, and the target of EXECUTE,

are fetched from the primary address space
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or the secondary address
when the CPU is in secondary-space mode,
all copies of an instruction used in a
single execution are fetched from a single
address space, and the machine can change
to or from interpreting instruction
addresses as primary virtual or secondary
virtual only between instructions and only
by issuing a checkpoint-synchronizing
function.

space. However,

Programming Notes

1. Predictable progranm operation is
ensured in secondary-space mode only
when the instructions are fetched from
virtual-address locations which
translate to the same real address by

means of both the primary and
secondary segment tables. Thus, a
program should not enter

secondary-space mode if it is not
aware of the virtual-to-real address
mapping in both the primary and
secondary address spaces.

when the CPU
fetching instructions

2. The requirement limiting
can change from

to or from the primary address space
or secondary address space avoids
problems with CPU retry, DAT

execution of
purposes of

pretesting, and trial
instructions for the
determining PER events.

STORAGE KEY

A storage key 1is associated with each
2,048-byte block of storage that is
provided.

T T

|ACC |FIRICI|

| I T —

0 4 6

The bit positions in the storage key are
allocated as follows:

Access-Control Bits (ACC): The four
access-control bits, bits 0-3, are matched
with the four-bit access key whenever
information is stored, or wvhenever

information is fetched from a location that
is protected against fetching.

Fetch-Protection Bit (F) : The
fetch-protection bit, bit 4, controls
whether key-controlled protection applies
to fetch-type references: a zero indicates
that only store-type references are
monitored and that fetching with any access
key 1is permitted; a one indicates that

3-6 System/370 Principles of Operation

protection applies both to fetching and
storing. No distinction is made between
the fetching of instructions and of
operands.

Reference Bit (R): The reference bit, bit
5, normally is set to one each time a
location in the corresponding storage block
is referred to either for storing or for
fetching of information.

Change Bit (C): The change bit, bit 6, is
set to one each time information is stored
at a location in the corresponding storage
block.

Storage keys are not part of addressable
storage. The entire storage key is set by
SET STORAGE KEY and inspected by INSERT
STORAGE KEY. Additionally, the instruction
RESET REFERENCE BIT provides a means of
inspecting the reference and change bits
and of setting the reference bit to zero.

PROTECTION

Two protection facilities are
protect the contents of main
destruction or misuse by erroneous or
unauthorized programs: key-controlled
protection and low-address protection. The
protection facilities are applied
independently; access to main storage is
only permitted when none of the facilities
prohibit the access.

provided to
storage from

Key-controlled protection affords
protection against improper storing or
against both improper storing and fetching,
but not against improper fetching alone.

KEY-CONTROLLED PROTECTION

When key-controlled protection applies to a
storage access, a store is permitted only
when the storage key matches the access key
associated with the request for storage
access; a fetch is permitted when the keys

match or when the fetch-protection bit of
the storage key is zero.
The keys are said to match when the four

access-control bits of the storage key are
equal to the access key, or when the access
key is zero.

The protection action is summarized in the
figure "Summary of Protection Action."

9

<
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| Conditions | Is Access to
F Y 4 Storage Permitted?
|Fetch—Protection| F T
| Bit of | | |
| Storage Key | Key Relation | Fetch | Store
— 1 { }
0 | Match | Yes | Yes
0 | Mismatch | Yes | No
1 | Match | Yes | Yes
1 | Mismatch | No | No
1 A A
Explanation:
The four access—control bits of the storage

key are equal to the access key,
key is zero.

Yes Access is permitted.
No Access is not permitted.

program;
storage location are not changed.

or the access

Oon fetching, the
information is not made available to the
on storing, the contents of the

SR U S S —— U — . ——— S Mg

Summary of Protection Action

When the access to storage is initiated by
the CPU, and key-controlled protection
applies, the PSW key 1is the access key
which is used as the compare value. The
PSW key occupies bit positions 8-11 of the
current PSW.

When the reference is made by
and key-controlled protection applies, the
subchannel key associated with the 1I/0
operation is the access key which is used
as the compare value. The subchannel key
is specified for an I/O0 operation in bit
positions 0-3 of the channel-address word

a channel,

(CAW) ; the subchannel key is 1later placed
in bit positions 0-3 of the channel-status
word (CSW) that is stored as a result of

the I/0 operation.

When a CPU access 1is prohibited because of
protection, the operation is suppressed or
terminated, and a program interruption for
a protection exception takes place. When a
channel access is prohibited, protection
check is indicated in the CSW stored as a
result of the operation.

When a store access is prohibited because
of key-controlled protection, the contents
of the protected location remain unchanged.
when a fetch access 1is prohibited, the
protected information is not 1loaded into a
reqgister, moved to another storage
location, or provided to an I/0 device.
For a prohibited instruction fetch, the
instruction is suppressed and an arbitrary
instruction-length code is indicated.

Key-controlled protection is always active,

regardless of whether the CPU is in the
problem or supervisor state, and regardless
of the type of CPU instruction or
channel-command word being executed.

All accesses to storage locations that are
explicitly designated by the program and
that are used by the CPU to store or fetch
information are subject to key-controlled
protection.

All storage accesses by a channel to fetch
a CCW or to access a data area designated
during the execution of a CCW are subject
to key-controlled protection. However, if
a CCW or output data 1is prefetched, a
protection check is not indicated until the
CCW is due to be executed or the data is
due to be written.

Key-controlled protection is not applied to
accesses that are implicitly made by the
CPU or channel for any of such sequences
as:

. An interruption

° Updating the interval timer

(] Logout

. Dynamic-address translation

. A store-status function

. Fetching the CAW during the execution
of an I/0 instruction

o Storing of the CSW by an I/0
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instruction or interruption

D) Storing channel identification during
the execution of STORE CHANNEL ID

. Limited channel logout
. Initial program loading

Similarly, protection does not
accesses initiated via the operator
facilities for altering or displaying
information. However, when the program
explicitly designates these locations, they
are subject to protection.

apply to

LOW-ADDRESS PROTECTION

The low-address-protection facility
provides protection against the destruction
of main-storage information used by the CPU
during interruption processing, by
prohibiting instructions from storing using
addresses in the range O through 511. The
range criterion is applied before dynamic
translation, if any, and before prefixing.

Low-address protection is under control of
bit 3 of control register 0, the 1low-
address-protection-control bit. When the
bit is zero, low-address protection is off;
when the bit is one, low-address protection
is on.

If an access 1is prohibited because of
low-address protection, the contents of the
protected location remain unchanged, a
program interruption for a protection
exception takes place, and the operation is
suppressed or terminated.

Any attempt by the program to store using
ef fective addresses in the range 0 through
511 are subject to low-address protection.
low-address protection is applied to the
store accesses of instructions whose
operand addresses are logical, virtual, or
real. Thus it applies to the operands of
IPTE, READ DIRECT, TEST BLOCK, MOVE TO
PRIMARY, and MOVE TO SECONDARY and to the
store-type operands of instructions with
logical addresses. Low-address protection
is also applied to the trace table.

low-address protection is not applied to
accesses made by the CPU or channel for
such sequences as interruptions, 1logout,
and the initial-program-loading and
store-status functions, nor is it applied
to data stores during I/0 data transfer.
However, explicit stores by a program at
any of these locations are subject to
protection.
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Programming Note

Low-address protection and key-controlled

protection apply to the same store
accesses, except that:

. Low-address protection does not apply
to storing performed by a channel,
whereas key-controlled protection
does.

° Key-controlled protection does not
apply to the operands of TEST BLOCK,
whereas low-address protection does.

REFERENCE RECORDING

Reference recording provides information
for use in selecting pages for replacement.
Reference recording uses the reference bit,
bit 5 of the storage key. 1A reference bit
is provided in each storage key when
dynamic address translation is installed.
The reference bit is set to one each time a
location in the corresponding storage block
is referred to either for fetching or
storing information, regardless of whether
the CPU 1is in the EC mode or BC mode or
whether DAT is on or off.

Reference recording is
takes place for all storage accesses,
including those made by any CPU, I/O, or
operator facility. It takes place for
implicit accesses made by the machine, such
as those which are part of interruptions
and I/O-instruction execution.

always active and

Reference recording does not occur for
operand accesses of the following
instructions since they directly refer to a
storage key without accessing a storage
location:

INSERT STORAGE KEY

INSERT VIRTOUOAL STORAGE KEY

RESET REFERENCE BIT (reference bit is
set to zero)

SET STORAGE KEY (reference
to a specified value)

bit is set

The record provided by the reference bit is
substantially accurate. The reference bit
may be set to one by fetching data or
instructions that are neither designated
nor used by the program, and, under certain
conditions, a reference may be made without
the reference bit being set to one. Under
certain unusual circumstances, a reference
bit may be set to zero by other than
explicit program action.



CHANGE RECORDING

Change recording provides information as to
which pages have to be saved in auxiliary
storage when they are replaced in main
storage. Change recording uses the change
bit, bit 6 of the storage key. A change
bit is provided in each storage key when
dynamic address translation is installed.

The change bit is set to one each time a
store access causes the <contents in the
corresponding storage block to be changed.
A store access that does not change the
contents of storage may or may not set the
change bit to one.

The change bit is not set to one for an
attempt to store if the access is
prohibited. 1In particular:
1. For the CPU, a store access 1is
prohibited whenever an access
exception exists for that access, or

whenever an exception exists which is

of higher priority than the priority
of an access exception for that
access.

2. For I/0, a store access is prohibited
whenever a key-controlled-protection
condition exists for that access.

Change recording is always active and takes
place for all store accesses to storage,
including those made by any CPU, 1I/0, or

operator facility. It takes place for
implicit references made by the machine,
such as those which are part of
interruptions.

Change recording does not take place for
the operands of the fcllowing instructions
since they directly modify a storage key
without modifying a storage location:

RESET REFERENCE BIT
SET STORAGE KEY (change
a specified value)

it is set to

Change bits are not necessarily restored on
CPU retry (see the section "CPU Retry" in
Chapter 11, "Machine-Check Handling"). See
the section "Exceptions to Nullification

and Suppression" in Chapter 5, "Program
Execution," for a description of the
handling of the change bit in <certain
unusual situationmns.

PREFIXING

Prefixing provides the ability to assign
the range of real addresses 0-4095 (the
prefix area) to a different block in

absolute main storage for each CPU, thus

than one CPU sharing main
storage to operate concurrently with a
minimum of interference, especially in the
processing of interruptioms.

permitting more

Prefixing causes real addresses 1in the
range 0-4095 to correspond +to the block of
4K absolute addresses identified by the
prefix register for the CPU, and the block
of real addresses starting with the prefix
value to correspond to absolute addresses
0-4095. The remaining real addresses are
the same as the corresponding absolute
addresses. This transformation allows each
CPU to access all of absolute main storage,
including the first UK bytes and the
locations designated by the prefix
registers of the other CPUs.

The relationship between real and absolute
addresses 1is graphically depicted in the
figure "Relationship between Real and
Absolute Addresses."

The prefix is a 12-bit quantity located in
the prefix register. The register has the
following format:

{r////////i Prefix i////////////]

0 8 20 31

The contents of the register can be set and
inspected by the privileged instructions
SET PREFIX and STORE PREFIX, respectively.
On setting, bits corresponding to bit
positions 0-7 and 20-31 of the prefix
register are ignored. On storing, =zeros
are provided for these bit positions. When
the contents of the prefix register are
changed, the change is effective for the
next sequential instruction.

When prefixing is applied, the real address
is transformed into an absolute address
using one of the following rules, depending
on bits 8-19 of the real address:

1. Bits 8-19 of the address, if all
zeros, are replaced with bits 8-19 of
the prefix.

2. Bits 8-19 of the
bits 8-19 of the
with zeros.

address, if equal to
prefix, are replaced

3. Bits 8-19 of the address, if not all
zeros and not equal to bits 8-19 of
the prefix, remain unchanged.

In all cases, bits 20-31 of the address

remain unchanged.

Only the address presented to storage is
translated by prefixing. The contents of
the source of the address remain unchanged.

The distinction between real and absolute
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addresses 1is made even when the prefix
register contains all zeros, in which case
a real address and its corresponding

absolute address are identical.

ADDRESS SPACES

An address space is

a consecutive sequence
of integer numbers

(or virtual addresses),

associated with a byte location in storage.
The sequence starts at =zero and proceeds
left to right.

When a virtual address is
access main storage, it is first converted,
by means of dynamic address translation
(DAT), into a real address, and then into
an absolute address. DAT uses two levels
of tables (a segment table and page tables)
as transformation parameters. The address
of the segment table is found in a control

used by a CPU to

together with the specific transformation register.
parameters which allow each number to be
. _ Prefixing ,_____’"iﬁ_""ﬁ___j
| | | |
| No Change T D1 T | I
i I ’1: l No Change ‘
’ I ’ ll |
l
| L | | =
i T 1
| no I
\ | %
§ \ I L | 1
T | T R : T
| |
1 l 2, J, No Change JI i
| | |
1 | [ | $ |
| | 8 |
b | a -
Address ‘ Address | < I Address
1% 4096 | Ll 4086 | ‘ ["‘('4095
1 Jo—Address L __________ | [ 1l Add‘;‘“ L_ ________ _J t(Address

0

Real Addresses
for CPU A

®

Absolute
Addresses

0

Real Addresses
for CPU B

Real addresses in which the high-order 12 bits are equal to the prefix for this CPU (A or B).

@ Absolute addresses of the block that contains, for this CPU (A or B), the assigned locations

in real storage.

Relationship between Real and Absolute Addresses
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With DAS, each address space is assigned an

address-space number (ASN) . An
ASN-translation mechanism is provided with
DAS, which, given an ASN, can 1locate (by

using a two-level table lookup) the segment
table which defines the address space and
load its address into the appropriate
control register.

Without DAS, the CPU «can translate virtual
addresses for omne address space--the
primary address space. With DAS, at any
instant a CPU can translate virtual
addresses from two address spaces--the
primary address space and the secondary
address space. The segment table defining
the primary address translation is
specified by control register 1 and that

defining the secondary by control register

7.
By using the ASN-translation mechanism, any
one of up to 64K address spaces can be

selected to become the primary or secondary
address space.

Virtual storage comprising byte 1locations
ordered according to t heir virtual
addresses in an address space is usually

referred to as storage.

DYNAMIC ADDRESS TRANSLATION

Dynamic address translation (DAT) provides
the ability to interrupt the execution of a
program at an arbitrary moment, record it
and its data in auxiliary storage, such as
a direct-access storage device, and at a
later time return the program and the data
to different main-storage 1locations for
resumption of execution. The transfer of
the program and its data between main and
auxiliary storage may be performed
piecemeal, and the return of the
information to main storage may take place
in response to an attempt by the CPU to
access it at the time it 1is needed for
execution. These functions may be
performed without <change or inspection of
the program and its data, do not require
any explicit programming convention for the
relocated program, and do not disturb the
execution of the program except for the
time delay involved.

With appropriate support by an operating
systen, the dynamic-address-translation
facility may be used to provide to a user a
system wherein main storage appears to be
larger than the installed main storage.
This apparent main storage is referred to
as virtual storage, and the addresses used

to designate 1locations in the virtual
storage are referred to as virtual
addresses. The virtual storage of a user
may far exceed the size of the physical

main storage of the installation and
normally is maintained in auxiliary
storage. The translation occurs in blocks

of addresses, called pages.
recently referred-to pages of the virtual
storage are assigned to occupy blocks of
physical main storage. As the user refers
to pages of virtual storage that do not
appear in main storage, they are brought in
to replace pages in main storage that are
less likely to be needed. The swapping of

Only the most

pages of storage may be performed by the
operating system without the user's
knowledge.

The sequence of virtual addresses

associated with a virtual storage is called
an address space. With appropriate support
by an operating systen, the dynamic-
address-translation facility may be used to
provide a number of address spaces. These
address spaces may be used to provide
degrees of 1isolation between users. Such
support can consist of a completely
different address space for each user, thus
providing complete isolation, or a shared
area may be provided by mapping a portion
of each address space to a single common
storage area. Also, with DAS, instructions
are provided which permit the
semiprivileged program to access more than
one such address space. Dynamic address
translation with DAS provides for the
translation of virtual addresses from two
different address spaces without requiring
that the translation parameters in the
control registers be changed. These two
address spaces are called the vprimary
address space and the secondary address
space.

In the process of replacing blocks of main
storage by new information from an external
medium, it must be determined which block
to replace and whether the block being
replaced should be recorded and preserved
in auxiliary storage. To aid in this
decision process, a reference bit and a
change bit are associated with the storage
key.

Dynamic address translation may be
specified for instruction and data
addresses generated by the CPU but is not
available for the addressing of data and of
control words in I/0 operations. The
channel-indirect-data-addressing feature is
provided to aid I/0O operations in a
virtual-storage environment.

The dynamic-address-translation
includes the instructions
ADDRESS, RESET REFERENCE BIT, and PURGE
TLB. It makes use of control register 1
and bits 8-12 in control register 0.

facility
LOAD REAL

The dynamic-address-translation
includes the handling of
4K-byte pages and 6UK-byte

facility
2K-byte and
and 1M-byte
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segments. On some the

1M-byte-segment size may not

models,
ke offered.

Dynamic address translation is enhanced by

that part of the extended facility that
includes the instruction INVALIDATE PAGE
TABLE ENTRY and the common-segment
facility. Oon some models, the common-

segment facility permits improvement of TLB

utilization by means of a common-segment
bit in the segment-talkle entry. On other
models, this bit is ignored, with no

per formance improvement.

Dynamic address translation
of translating
storage

is the process
a virtual address during a
reference into the corresponding
real address. Without DAS, when DAT is on,
a logical address is treated as a virtual
address and is translated during a storage
reference into the corresponding real
address. When DAT is off, the 1logical
address is treated as a real address. With
DAS, the virtual address may be either a
primary virtual address or a secondary
virtual address. Primary virtual addresses
are translated by means of the primary
segment-table designation and secondary
virtual addresses by means of the secondary
segment-table designation. After selection
of the appropriate segment-table
designation, the translation process is the
same for both types of virtual addresses.

In the process of translation,
units of information are
segments and pages. A segment is a block
of sequential addresses spanning 65,536
(p4K) or 1,048,576 (1M) bytes and beginning
at an address that is a multiple of its
size. A page 1is a block of sequential
addresses spanning 2,048 (2K) or 4,096 (4K)
bytes and beginning at an address that is a
multiple of its size. The size of the
seqment and page is controlled by bits 8-12
in control register 0.

tvo types of
recognized:

The virtual address, accordingly, is
divided into a segment-index (SX) field, a
page-index (PX) field, and a byte-index
field. The size of these fields depends on
the segment and page size.

The segment index starts with bit 8 of the
virtual address and extends through bit 15
for a 64K-byte segment size and through bit
11 for a 1M-byte segment size. The page
index starts with +the bit following the
segment index and extends througqh bit 19
for a UK-byte page size and through bit 20

for a 2K-byte page size. The byte index
consists of the remaining 11 or 12
low-order bits of the virtual address. The
formats of the virtual address are as
follows:
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For 64K-byte segments and 4K-byte pages:

v Al
PX | Byte Index |

/77777771
0 8

+
SX |
L
1

6 20 31

For 64K—byte segments and 2K-byte pages:

/77777771 SX PX

0 8

1 Al
| Byte Index|
] ]

- f—

6 21 31

For 1M-byte segments and 4K-byte pages:

al
Byte Index |

0 31

/77777771 SX PX

N -

|
L
1

0 8 2

For 1M-byte segments and 2K-byte pages:

/77777771 SX PX

0 8

1
Byte Index|
|

N -

LB
|
I 1
12 1 31
Virtual addresses are translated into real
addresses by means of two translation
tables, a segment table and a page table,
which reflect the current assignment of
real storage. The assignment of real
storage occurs in units of pages, the real
locations being assigned contiguously
within a page. The pages need not be
adjacent in real storage even though
assigned to a set of sequential virtual
addresses.

TRANSLATION CONTROL

Without DAS, address translation is
controlled by the DAT-mode bit in the PSW
and by a set of bits, referred to as the
translation parameters, in control
registers 0 and 1. With DAS, an additional
bit in the PSW is included, and control
register 7 1is 1included as part of the
translation parameters Additional controls

are located in the translation tables.

SW

When the dynamic-address-translation
facility is installed without DAS, the CPU
can operate with DAT either on or off. The
mode of operation is controlled by bit 5 of
the EC-mode PSW, the DAT-mode bit. When



this bit is one, DAT is on, and logical
addresses are treated as virtual addresses;
when this bit is <2zero or the BC mode is
specified, DAT is off, and logical
addresses are used as real addresses.

When DAS is
EC-mode PSW

two bits in the
control dynamic address
translation: bit 5, the DAT-mode bit, and
bit 16, the address-space-control bit.
When a BC-mode PSW is specified, or, when

installed,

mode, and instruction and logical addresses
are treated as real. When, in an EC-mode
PSW, the DAT-mode bit is one (DAT is on)
and the address-space-control bit is zero,
the CPU is said to be in primary-space
mode, and instruction and logical addresses

are treated as primary virtual. When, in
an EC-mode PSW, DAT is on and the
address-space-control bit is one, the CPU

is said to be 1in secondary-space mode, and
logical addresses are treated as secondary

in an EC-mode PSW the DAT-mode bit is zero, virtual. The various modes are shown in
DAT is off, the CPU is said to be in real the following table:
r L} v v L
| | | | Handling of Addresses |
|PSW Bit| | o T |
— | | Logical |[|Instruction]|
| 5 112 | DAT | Mode | Addresses | Addresses |
F . + + + + |
| — 0 | 0Off | Real mode (BC mode) | Real | Real |
| O 1 | 0Off | Real mode | Real | Real |
| 1 11 On | Primary-space mode | Primary | Primary |
| | | | virtual | virtual |
L L L L A J
Translation Modes Without DAS
L v hJ L al
| | | | Handling of Addresses |
| PSW Bit | | + v |
A | | Logical |Instruction|
| 5112 |16 | DAT | Mode | Addresses | Addresses |
—t L + -+ + 1 4
| — 0 — | 0Off | Real mode (BC mode) | Real | Real |
| O 1 — | 0Off | Real mode | Real | Real |
1 1 1 0 | On | Primary-space mode | Primary | Primary |
| | | | virtual | virtual |
| 1 1 1| On | Secondary—space mode | Secondary | See note |
| | | | virtual | |
— A L. L 1 (]
Translation Modes With DAS
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Note

when the CPU is in secondary-space mode, it
is unpredictable whet her instruction
addresses are treated as primary virtual or
secondary virtual. Hovwever, when the CPU
is in secondary-space mode, all copies of
an instruction used in a single execution
are fetched from a single space, and the
machine can change the interpretation of
instruction addresses as primary virtual or
secondary virtual only fketween instructions

and only by issuing a checkpoint-
synchronizing function.
Control Register 0
Without DAS, five bits are ©provided in
control register 0 which are used in
controlling dynamic address translation.
With DAS, a sixth bit 1is provided. The
bits are assigned as follows:
L v

IDI | TF |

i 1 A AL

5 8 13
Bit 5 of control register 0 is the
secondary-space-control bit (D). This bit
is provided as part of DAS. When this bit
is zero and the instructions SET ADDRESS

SPACE CONTROL, MOVE TO PRIMARY, and MOVE TO
SECONDARY are executed, a special-operation

exception 1is recognized. This bit also
controls whether the secondary segment
table is attached while operating in

primary-space mode.

Bits 8-12 of control register 0 are called
the translation format, which controls the
page size and segment size. On models
which implement the 1M-byte-sedgment size,
four combinations of the five control bits
are valid; all other combinations are
invalid. oOn models which do not implement
the 1M-byte-segment size, two combinations
are valid. The encoding of the control
bits is defined in the following table.
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1

*0n those models which do not implement
the 1M-byte—segment size, the codes |
01010 and 10010 are invalid. |
]

\B LE v Bl
| Bits of | | 1
| Control | | |
| Register 0 | Page | Segment |
—r——r— Size | Size |
| 81 9110111112 (Bytes) | (Bytes) |
1 — t + 4
|0 1 0 0 012,048 (2K)1 65,536 (64K)|
10 1 0 1 012,048 (2K)|1,048,576 (1M)*|
|11 0 0 0 014,096 (4K)| 65,536 (64K)|
|11 0 0 1 O0|4,096 (4K)|1,048,576 (1M) x|
| All others | Invalid | Invalid |
F

|

|

|

1

When an invalid bit combination is detected
in bit positions 8-12, a translation-
specification exception is recognized as
part of the execution of an instruction
using address translation, and the
operation is suppressed.

Control Register 1

Control register 1 contains the
segment-table designation (PSTD).
register has the following format:

primary
The

Primary Segment—
Table Origin

b

I
— —

r
|
| PSTL
L
0

>4
- e —

8 26 3

Primary Segqment-Table Length (PSTL): Bits
0-7 of control register 1 designate the
length of the primary segment table in
units of 64 bytes, thus making the length
of the segment table variable in multiples
of 16 entries. The length of the primary
seqment table, in wunits of 64 bytes, is
equal to one more than the value in bit
positions 0-7. The contents of the length
field are used to establish whether the
entry designated by the segment-index
portion of the primary virtual address
falls within the primary segment table.
Without DAS, this field is sometimes
referred to as the segment-table length.

Primary Segment-Table Origin: Bits 8-25 of
control register 1, with six 1low-order
zeros appended, form a 24-bit real address
that designates the beginning of the
primary segment table. Without DAS, this
field is sometimes referred to as the
segqment-table origin.

Space-Switch~Event Mask (X): With DAS, bit
31 controls whether a space-switch-event
program interruption occurs when a PROGRAM
CALL with space switching (PC-ss) or a




PROGRAM T
(PT-ss) is
is ignored.

RANSFER
issued.

with space
Without DAS,

switching
this bit

Bits 26-30 of control register 1
assigned and are iqgnored.

are not

Control Register 7

When DAS 1is installed, control
contains the secondary
designation (SSTD).

following format:

register 7
segment—-table
The register has the

Bl L il
Secondary Segment—|
Table Origin |

A

8 26 3

|
SSTL
L

O = — -
PG S

Secondary Segment-Table Iength (SSTL):

Bits 0-7 of control register 7 designate
the length of the secondary segment table
in units of 64 bytes, thus making the
length of the segment table variable in

multiples of 16 entries. The length of the

segqment table, in units of 64 bytes, is
equal to one more than the value in bit
positions 0-7. The contents of the length
field are used to establish whether the
entry designated by the segment-index
portion of the secondary virtual address

falls within the secondary segment table.
Secondary Segment-Table Origin: Bits 8~25
of control register 7, with six zeros
appended on the right, form a 24-bit real
address that designates the beginning of
the secondary segment table.

Bits 26-31 of control register 7 are not

assigned and are ignored.

Programming Notes

1. The validity of the information loaded

intc a control register, including
that pertaining to dynamic address
translation, is not checked at the
time the register is loaded. This

information is checked and the program
exception, if any, is indicated at the
time the information is used.

2. The information pertaining to dynamic
address translation is considered to
be used when an instruction is
executed with DAT on or when LOAD REAL
ADDRESS is executed. The information
is not considered to be used when the
PSW =specifies translation, but an I/O,
external, restart, or machine-check

interruption occurs before an
instruction is executed, including the
case when the PSW specifies the wait
state.

TRANSLATION TABLES

The translation process consists in a
two-level 1lookup using two tables: a
segment table and a page table. These
tables reside in storage.

Seqment~Table Entries

The entry fetched from the segment table
designates the length, availability, and

origin of the corresponding page table.

An entry in the segment table has the
following format:

v L] v \J LR Al

|PTL |0000| Page-Table Origin |O0|C|I|

| A L A A L 1

0 4 8 29 31

The fields in the segment-table
allocated as follows:

entry are

Page-Table Length (PTL) : Bits 0-3

designate the 1length of the page table in
increments that are egual to 1/16 of the
maximum size of the table, the maximum size
depending on the size of segments and
pages. The 1length of the page table, in
units 1/16 of the maximum size, is egual to
one more than the value in bit positions
0-3. The length field is compared against
the high-order four bits of the page-index
portion of the logical address to determine
wvhether the page index designates an entry
within the page table.

Page-Table Origin:
low-order zeros

real address that
of the page table.

Bits 8-28, with three
appended, form a 24-bit
designates the beginning

Common-Seqment Bit (C): Bit 30, with the
common-segment facility installed, controls
the use of translation-lookaside-buffer
copies of the segment-table entry and of
the page table which it designates. A zero
identifies a private segment; in this case,
the segment-table entry and the page table
that the entry designates may be used only
in association with the segment-table
origin which designates the segment table
in which the segment-table entry resides.
A one identifies a common segment; in this
case, the segment-table entry and the page

table that the entry designates may
continue to be used for translating
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addresses corresponding to the
index, even though a different segment
table is selected by changing the
segment-table origin in control register 1.
In some models, bit 30 in the segment-table
entry is iqnored, and all segments are
treated as private.

segment

The common-segment bit is wused only for
controlling the loading and use of
translation-lookaside-buffer copies. When
the common-segment facility is installed,
the common-segment bit is ignored for
explicit translation and for implicit
translation not using the translation
lookaside buffer.

31 controls
with the

Segment-Invalid Bit (I): Bit
whether the segment associated
segmnent-table entry is available. When bit
position 31 contains a zero, address
translation proceeds wusing the designated
page table. When the bit 1is a one, a
segment-translation exception is
recognized, and the unit of operation is
nullified.

The handling of bit positions 4-7 and 29-30
of the segment-table entry depends on the
model. Normally a translation-
specification exception is recognized and
the unit of operation 1is suppressed when
these bits are not <zeros; however, on some
models the contents of these kit positions
may be ignored. On machines with the
common-segment facility installed, bit 30
is interpreted as defined or is ignored.

Page-Table Entries

The entry fetched from the page table
indicates the availability of the page and
contains the high-order bits of the real
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