The role of work
management in
application development

Quality is probably one of the most serious concerns
of today’s software community. For software applica-
tions exhibiting a certain complexity, the quality of a
product can only be guaranteed by a methodological
approach, using appropriate administration and tools.
The methodology and administration must be mani-
fested in a well-defined and well-observed application
development process. The process must integrate the
human activity, the tools, and the intermediate and
final work products into a coherent flow of actions. In
this regard, the development of applications follows
patterns that are well established in other industries
where an application development (AD) process model
is defined and then executed via an interpretation
mechanism. The complexity of the development proc-
ess makes it necessary to support and integrate all of
its aspects by means of on-line interactive computer
support. Computer-aided process support in the gen-
eral sense we call work management. This paper ex-
plains the concepts of an application development
process model and of work management for applica-
tion development under AD/Cycle™ and its relation to
project management.

he concept of an application development proc-

ess interrelates cost, timeliness, and quality—
three closely interleaved problems" that haunt to-
day’s software industry. Quality affects the other two
problems. Inadequate quality results in excessive
testing, rework, and maintenance which in turn in-
fluence delivery dates and productivity, and there-
fore cost. Thus the issue of software quality seems
central to the progress of the software industry. This
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paper discusses the concept of an application devel-
opment process model and of work management for
application development under AD/Cycle™.

Application development process

The concept. Most quality-related attributes®* can-
not be adequately measured and are difficult to
predict. Even if a measurable value is found to be
low, there is usually no easy way to improve it in a
finished product, because one cannot inject quality
into a product. This means that concerns about the
quality of a software product must be addressed
during its creation. In order to ensure a consistently
high level of quality in a software product, one must
ensure that quality be an integral part of the produc-
tion process—a message that many other industries
have understood for many years.’

The production process then becomes the object of
scrutiny,® similar to that in other industries where
quality products of any type are produced according
to a stable, well-understood process which is some-
what independent of the product.
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Figure 1 The application development process
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An important step of abstraction is to separate con-
cerns about the product (i.e., the application to be
created) and the process by which it is created. Once
separated, the application development process (see
Figure 1) can be described and evaluated indepen-
dently.”

Conceptually an application development process
model, sometimes called simply a process model, is
an abstraction from actual application development
processes (see Figure 2) and is intended as a template,
or prescription, for future application development
processes. The simplest structure of a process model
describes the results—called the work objects—to be
created and the activities which are necessary to
produce them. The term work object is used to
denote all the different results (final and intermedi-
ate) that are produced during application develop-
ment. The creation of an application is achieved by
a process based upon the application development
process model. The actual process is then known as
an instance of the model, with the understanding
that all elements of the instantiated process (typically
activities and work objects) are instances of the re-
spective descriptions of activities and work objects
in the model. An application development process
model usually provides additional information
which eases and standardizes the process.

The application development process model. Suc-
cessful application development is the result of sev-
eral factors. The ultimate aim of an application
development project is the delivery of a set of work
objects (e.g., code, documentation). It is necessary to
derive them via numerous intermediate work ob-
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jects, each of which shows a different aspect of the
application. These work objects have certain rela-
tionships among them (see Figure 3). The totality of
this information is described in the application de-
velopment information model (AD information
model) of AD/Cycle, which represents the work ob-
jects and their relationships. Further details are dis-
cussed later in the paper in the section on the AD
information model. In addition, one has to establish
the means by which these work objects are to be
produced, that is, which steps should be taken and
which methods applied. This can be stratified in two
levels: (1) The individual steps to be taken can be
defined locally and are further explained in the sec-
tion on activities. Each activity defines one step, the
inputs, the outputs, and what should be done in the
step. (2) The methodology which performs the over-
all process is defined globally. The section on the
work-flow structure shows how the individual activi-
ties are to be sequenced in order to form a complete
process.

The AD information model and work-flow structure
together form the core of the application develop-
ment process model. A description of the process is
shown in Figure 4.

The need for computer support. Application devel-
opment process models have been around for many
years. Some time ago, 1BM Germany published and
taught a textual description of a process model
called “Verfahrenstechnik.”® Further models include
Boehm’s waterfall model,” an 18M model, ®and many
others." ™" Such descriptions tend to be largely ig-
nored because they offer information which is re-
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Figure 2 Abstracting an application development process model-the letters indicate activities that, when abstracted,
result in one step in the application development process model
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mote from the actual point of need, are often cum-
bersome to look up, and are difficult to maintain—
especially if they exist in many copies.

In order to be fruitful, it is necessary to bring the
developer into intimate interaction with the process
definition. The complexity of the process, the mul-
titude of intermediate and final work objects, the
number of team members involved, and the need
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for high quality require computer support. A work
manager is supported by a database system. An early
account of these concepts, probably coining the term
process mechanism for the first time, is found in
Reference 14. Thus we develop applications not only
for the computer, but also with the computer. In
AD/Cycle we have defined Work Manager to be the
work management component, discussed in a later
section.
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Figure 3 Relationships among work objects
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Supplying the Work Manager with all necessary
features needed by the members of the development
team (e.g., tools, help texts), yields an environment
invariably called an Integrated Project Support
Environment (1pSE)” or Software Engineering Envi-
ronment (Sg).'*”"®

The process model provides a description of the
application development methodology. In this re-
spect it can be compared to a street map, which
indicates acceptable ways to reach a certain location.
An on-line process model can also actively provide
guidance to its users. The objective of process man-
agement is to aid in determining the order of activi-
ties and to communicate with the users.

It is also necessary to administer the produced (in-
termediate and final) work objects when performing
actual application development. Storage and re-
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trieval procedures have to be established, and tools
have to be accessed.

Implementing a project is not just a matter of follow-
ing a process model. People, schedules, and resources
have to be considered and planned. This is the
objective of project management. Project manage-
ment will also (based on resource availability and on
project priorities) influence the order in which ac-
tivities may be executed. Extra tasks must be planned
for education or vacation. The Work Manager will
be controlled by the additional constraints imposed
by project management, The Work Manager pro-
vides automated on-line process management by
utilizing elementary project management functions
and providing interfaces to project management
tools.

Components of an application development
process model

The components of an application development
process model include the AD information model,
the work-flow structure, and auxiliary information
such as help texts, skeletons, and samples. It is an
advantage to divide a process model into several
model segments.

The AD information model. The AD information
model represents the work objects, their relation-
ships, and attributes.

Work objects and their relationships. The aim of a
development project is the delivery of a set of work
objects (the code, the documentation, etc.). The im-
possibility of deriving these end products in one step
from the initial information makes it necessary to
define several layered intermediate work objects.

The application is usually described by separate
views (e.g., as the user sees it, how it is to be imple-
mented, etc.) that are reflected in different docu-
ments (the various work objects). These work objects
provide specialized views of the final application.
This is similar to building a house, where different
documents (floor plan, plan of plumbing installa-
tions, functional overview, etc.'g) are created before
a single brick is laid. At the end of a project an
architect hands to the customer not only the keys of
the house, but also a considerable amount of the
intermediate documentation.

Similarly, an application may be considered as the
set of all work objects that are created during the
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Figure 4 Components of an application development project
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application development process (e.g., the programs,
the specifications, etc.). Each work object makes
some contribution to the meaning and shape of the
final application, providing some aspect (view) of
the final application. These different work objects
bear numerous relationships to one another, as in-
dicated in Figure 3.

Most intermediate work objects should be preserved
for auditing and maintenance at a later date. Thus
the installed application is, so-to-speak, the only end-
user visible part of a large set of work objects. All
the created work objects may be of interest for a
complete understanding of an application.
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In AD/Cycle the description of the individual work
objects and their relationships is stored in the AD
information model. The AD information model is
intended to be the common basis for tool integration
and communication. The AD information model is
extendable; this means that if a model segment (dis-
cussed in the section, “Model segments”) needs ad-
ditional work objects that are initially not in the AD
information model, they can be added.”®”' Actual
instances of these descriptions, i.e., the work objects
resulting from application development, are stored
in the Repository Manager™. When performing ac-
tual application development, some of these relation-
ships can be formally verified; with respect to others,

CHROUST, GOLDMANN, AND GsCHWANDTNER 193




a more intuitive understanding is necessary. A cor-
rect (and complete) application will consist of a set
of work objects that fulfill all the relationships.

The choice of which work objects are specified in
the AD information model and their interrelations
predetermines to some extent the methodology for
producing them. The information model does not
explicitly specify the order in which the individual

The AD information model
describes the work objects
and their relationships.

work objects are to be created. It does express a
goal—that is, what the structure of the final appli-
cation should be. Naturally the structure has to be
compatible with the development methods, i.e., it
must provide for all intermediate work objects which
are needed if following specific methods.

Attributes of work objects. In addition to its contents,
one usually wants to record certain important facts
(or attributes) about a work object. Several of these
attributes will influence the direction in which the
project proceeds. Because application development
is a team effort, the attributes are also a basis for
communication between team members,

Attributes of a work object may describe the follow-
ing;

% Contents of the work object in a concise form,
such as statistical data—especially when the com-
putation of this attribute is difficult (e.g., the num-
ber of noncommentary source statements of a
program’’)

* Historical information about a work object (e.g.,
creation date, last update)

*» Administrative information, such as the name of
the library where it is stored

% Project-oriented information, such as the owner,
the authorizations to modify, etc.
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» Statements about the work object, which are based
on human evaluation, e.g., the completion state
or level of quality

It should be noted that some of the interesting attri-
butes, such as the completion state, cannot be as-
signed automatically, but only by human interac-
tion. In general the computer cannot deduce whether
a work object is finished, although there might be
indications of disbelieving the developer’s statement
(if the compilation of a work object produces a severe
error, it is obviously not finished).

The process model can restrict the values a work
object attribute may have and the authorized tran-
sitions between the values. Changes to attributes may
only follow established transition rules as illustrated
in Figure 5.

Work flow. The AD information model describes the
work objects and their relationships. In an actual
application development project, instances of the
descriptions have to be created. This means that the
steps to do the activities and their sequence (the
work-flow structure) must be established in order to
populate the Repository Manager with actual data.

Activities. An activity is considered to be the smallest
unit of work identified on a certain level of the
model. It specifies which work objects are to be
worked on in one elementary step and which work
objects are assumed to be prerequisites for this work.
The before, after, and together activities for the work
objects are defined.

An activity has to take into account the available or
anticipated tools and also the relationships expressed
in the AD information model. In simple cases an
activity can be equated to the call of one or more
tools; for many activities this may be just an editor.
Based upon the current state of the work object,
certain tools may not be eligible for invocation. Thus
activities define the local use of tools and practices.
In other words, identifying activities can be seen as
interpreting certain of the relationships in the AD
information model as transformations. For example,
in Figure 3 the relationship of IMPLEMENTS can be
taken to indicate that one should create SOURCE CODE
(and also a PANEL SOURCE) based upon the MODULE
DESIGN.

The choice of activities is not always straightforward:
In a reverse engineering situation it can be deduced
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Figure 5 Assignment of completion state to work objects
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from Figure 3 that the module design should be
recreatggi from the source code and the panel
source.” Similarly the function-oriented and data-
flow-oriented paradigms of application develop-
ment™* differ with respect to the chosen types of
transformations. Thus different transformations (ac-
tivities) with different prerequisites and results may
be defined, despite the fact that the underlying AD
information model is the same. Such differences will
be reflected as different process models over the same
AD information model.
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From the relevant literature’’™'® it can be observed
that the different paradigms of software development
that are discussed are essentially concerned with the
order in which activities are to be executed (the work
flow), and with certain notational conveniences of
describing the contents of the various work objects,
while the contents of an information model are of
little concern.

The definition of activities can also mean clustering
several transformations into one step. This clustering
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defines the “together” aspect of the activities. (In
Figure 3 both the SOURCE CODE and the PANEL
SOURCE might be produced in one step for good
reasons.)

The choice of what constitutes an activity should
also be consistent with the granularity of the AD
information model. In other words, in each activity
one or only a small set of work objects should be
created.

Defining activities together with their prerequisites
and results obviously imposes some ordering on the
transformations. It defines sequencing on a local
scale. Having defined the activities, only certain ways
of traversing the model are still valid. This is similar
to a street map where all streets are marked as one-
way streets.

Work-flow structure. While the definition of activities
can be considered a local introduction of work flow
into the development process, the definition of how
these activities should follow one another can be
considered the global definition of the development
method. Successor relationships can be established
between the existing activities, resulting in a net-
work-like arrangement of the activities, the work-
flow structure.

Thus activities in the network are interrelated be-
cause the output work objects of some activities are
input to other activities and may be restricted by the
relationship holds. The definition of activities and of
the work-flow structure are complementary.

For further control of sequencing (the navigation),
we introduce entry predicates and exit ?ssertions in
the sense of the state change architecture” (see Figure
6).

Each activity may have an entry predicate that de-
termines whether the activity may be performed. In
general, this entry predicate is a logical expression
involving attributes of some of the input work ob-
jects. Which attributes are actually process-relevant
is only determined by their occurrence in some entry
predicate or exit assertion.

An activity may also have an exit assertion that
indicates whether this activity has produced all its
expected results. It is in general formulated as a
logical expression of the attributes of some work
objects.
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In the Figure 6 example, the activity CODE creates
both the SOURCE CODE and the PANEL SOURCE. The
work-flow structure may add an additional successor
relationship between PRODUCE SPECIFICATION and
EXTERNAL REVIEW, and CREATE DESIGN. It implies
that despite the fact that CREATE DESIGN does not
have an output or input dependency on EXTERNAL
REVIEW, there is still a successor relationship.

Work object based work-flow structure. Experience
has shown that in certain cases the definition of an
activity can be understood by default using the re-
lationships between the affected work object. In this
case it is not necessary to explicitly define this activ-

1ty.

As a consequence one can derive the order in which
work objects should be created by defining a state
change protocol for every work object. Based upon
this state change protocol, the connection between
work objects is mirrored by a connection between
certain states of the work objects.

Help texts, skeletons, samples. The availability of
computer support allows some additional productiv-
ity aids to be provided to the user. By providing on-
line help texts, information about standards, and
standardized skeletons for the results to be created,
a more uniform and professional application results.
The most important productivity aids are the follow-
ing:

* On-line help texts are an essential component for
user-friendly, usable systems.

* Reuse and standardization are enhanced by pro-
viding a specific skeleton for editing parts of a
work object.

e Samples are read-only examples of completed
work objects used as guidelines for work.

The above components are an integral part of any
process model. The Work Manager has to take care
that they are presented to the user in an appropriate
form.

Model segments. A complete application develop-
ment process model can be considered to consist of
several separate model segments, which describe sep-
arate areas of responsibility or separate subprocesses.
One can, on the other hand, also consider application
development process models to be built from several
model segments. This allows alternate model seg-
ments to exist in order to handle some tasks by
different means. Model segments that are to be com-
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Figure 6 Information model and process model
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bined must exhibit a strong compatibility with one
another.

The major model segment of any application devel-
opment process model is the run-time application
model segment, which describes the creation of the
actual application. This core is usually augmented
by several other model segments that describe ac-
tivities not directly involved in the creation of the
application, but nevertheless are integrally needed in
order to create a quality application. The run-time
application model segment is obviously the back-
bone of the process.

Model segments exist for different reasons, such as
adding a perspective, the description of a tool, or
choosing alternate paradigms.

In a development project, several areas of responsi-
bility are often only loosely connected to the run-
time application model segment and are concerned
with creating work objects of their own. They are
often called perspectives. Since the run-time appli-
cation model segment is the central core of the
process, all other model segments are dependent on
it and must mirror the structure of the application
development and be compatible with it. The quality
assurance model segment,26 for example, must have
a structure analogous to that of the run-time appli-
cation model segment. Major perspectives are doc-
umentation, quality assurance, and product control.

Another important example for a model segment is
the description of a complex tool. Such a tool essen-
tially performs a certain set of activities in the devel-
opment process and thus can be described by a
model segment. This allows the user to compare and
match tools with an existing model.

For certain areas of application development, differ-
ent methodologies or paradigms can be used. Typi-
cally the technical design of an application can be
function oriented, data oriented, object oriented, or
data-flow oriented. Having different model segments
available allows the user to isolate the decision on
the methodology and allows the model builder to
choose the appropriate paradigm.

In order to build an application development process
model, it is necessary to combine several such model
segments as shown in Figure 7. Due to the interde-
pendencies of the various model segments, some
tailoring may be necessary before combination. The
combination of model segments can also be consid-
ered reuse of partial models.
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Combination works somewhat like set union, that
is, identical work objects and activities in the model
segments are collapsed into one, while differing work
objects and activities are collected in the resulting
model. Obviously the tailoring and combination
function can be driven to unlimited complexity. For
practical purposes, however, relatively simple func-
tions like union, simple substitution, etc. are suffi-
cient.

Examples of model segments. Important model seg-
ments (similar to ADPSZ6) are: the run-time applica-
tion segment, the product documentation segment,
the test environment segment, and the quality assur-
ance segment. These are discussed in the following
paragraphs.

The run-time application model segment, based upon
the AD information model of AD/Cycle,”>? contains
the definition of those work objects that contribute
directly to executable user application, as discussed
in a previous section, “The AD information model.”
It remains to define the activities and to specify the
work-flow structure associated with it. The work-
flow structure will follow the phase model of
AD/Cycle28 (requirements, analysis and design, pro-
duce, build and test, production and maintenance).
Beneath that there will be groups of activities and
single activities defined, closely resembling the proc-
ess model of Application Development Project
Support (ADPS).>*%

The second model segment describes product docu-
mentation. Product documentation (comprising er-
ror messages, help panels, and manuals) must be
developed as an integral part of software develop-
ment, in parallel with the actual application. This
product documentation model segment uses as input
all relevant work objects from the run-time applica-
tion model segment (this means it must be tailored
after the run-time application model segment) and
delivers the necessary documentation work objects
to the appropriate integration activities of the run-
time application model segment.

The third model segment is used mostly for testing,
but it can also be the basis for experimenting with
code fragments. The developer needs an environ-
ment that mimics reasonably the target environ-
ment. This environment will be built on several
occasions, e.g., for module test, integration test, and
system test, etc. This test environment model segment
is fairly independent from the development model
segment, with the restriction that it must be com-
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Figure 7 The concept of model segments
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be tailored to resemble the run-time application
model segment by applying the following two rules:

patible with the type of environment for which de-
velopment is done.

Quality assurance is supported by the fourth model e For every group of activities of the run-time ap-
segment. It has to be interleaved with the respective plication model segment, a quality assurance ac-
development activities. Therefore the quality assur- tivity is defined to parallel it.

ance model segment looks like a slightly pruned copy e For selected important activities of the run-time
of the corresponding run-time application model application model segment, a specific is addi-
segment. The quality assurance model segment can tionally defined.
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Figure 8 Activities, work objects, and their descriptions
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Dynamically expanded model segments. In many
instances a set of activities has to be repeated in
several places. An example is creating an operational
test environment. This obviously has to be done for
unit test, and later almost the same set of activities
has to be performed to create a system test environ-
ment. Therefore a process model has to provide
means to expand a given activity into a chosen
predefined model segment. This behavior is similar
to a subroutine call in programming languages.
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Work management

Models and their instances. An established applica-
tion development process model is a template for
future projects. Such a process model contains only
descriptions of activities and work objects, not indi-
vidual instances. Certain properties of the desired
development process are defined in the model. Other
properties, considered individual, are not described
in the model and will vary from project to project.
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Typically the model does not (but could) say how
many instances of an activity or work object will
be created in a specific development project (see
Figure 8).

Project management. Even given an extensive proc-
ess model there are many aspects outside of process
management. Project management is concerned
with embedding an application development process
into a real-world environment, taking into account
constraints and requirements posed by budget, time,
manpower, risk,30 etc. It is concerned with planning,
tracking, and controlling any one individual project.

Project management has to rely on the contents of
the underlying process model. Its findings influence
the process inasmuch as additional constraints and
considerations with respect to navigation arise (e.g.,
“Phase 3 should not be started before June first.”),
and additional tasks outside the project model (be it
education, vacation, or interrelation to other proj-
ects) are taken into account.

The unit of project planning and project control is
called a task. A task identifies a certain amount of
work to be done. It is associated with resources such
as people, hardware, software, or time. Typically one
records the planned and actual beginning of the task,
the planned and actual end of the task, the respon-
sible person(s), the resources to be utilized, and other
pertinent information.

In general the beginning and ending of a task can be
associated with states of selected work objects (see
Figure 9). That is, the definition of a task includes
the specification of an initial condition and a goal to
be achieved. The process model describes how this
possibly complex work step is to be done technically;
project management defines it as a unit of planning
for which certain resources are available and relates
it to the other tasks within the project.

The granularity of a task (the size) depends on the
characteristics of the project, the management style
of the project manager, the type and experience of
team members, the risk-level of the project, the
enterprise culture, and many other factors. Project
: 31,32 B . .
management literature describes criteria for
choosing the size of tasks. A task can be, for example,
producing a complete design document or writing a
source program until it is ready for inspection.

Figure 10 shows four work object types (SPECI-
FICATION, MODULE DESIGN, SOURCE CODE, PANEL
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Figure 9 Task and state of work objects
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SOURCE [see also Figure 3]) and their associated
work objects (SPECS0, MDESIGNO, SOURCECODEI,
SOURCECODE2, PANELSOURCE!, PANELSOURCE2). It
also shows the associated tasks as chosen by the
project manager. TASK1 and TASK2 are established for
producing specifications and design, respectively.
TASK4 and TASKS5 are both related to producing source
code and panels, respectively; each encompasses the
production of two work objects. TASK3, representing
education needed for TASK4, has no equivalence in
the process model. It is introduced by the project
manager. Project management may also introduce
further dependencies between tasks (for example,
education is only needed for TASK4).

Work management for AD/Cycle. The Work Man-
ager monitors application development based on the
process model and on the current state of the various
work objects. It identifies what is ready to be worked
upon. It consults project management information
as to whether further restrictions on the choice of
actions exist. The Work Manager has to fulfill several
functions and, as a consequence, several different
interfaces can be identified (Figure 11).

Process definition and maintenance. A major task of
the Work Manager is aiding to build models. This
usually is a special component not accessible to a
regular user. It involves the administration of the
different model segments, their creation and modi-
fication, facilities tailoring model segments according
to other model segments, and combination of model
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Figure 10 Work object, activities, and their relation to project management
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Figure 11 Components and interfaces of a Work Manager
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segments (see Figure 7). To the regular user the
application development process model should ap-
pear fixed. The Work Manager, however, can dy-
namically create the application development proc-
ess model. Auxiliary functions would include com-
paring and copying model segments.

The Work Manager derives the process from the
process model, interprets it, and presents it via a set
of dialogs to the human user or invokes the tools
integrated into the process (see Figure 12).

This user interface is used for the incorporation of
both local changes, which are only relevant for one
specific project, and permanent changes that reflect
past experience. The latter allows the user to incor-
porate experience into the process model, which in
turn makes the model a valuable asset of a com-
pany’s development potential by establishing a cer-
tain software development culture.

Performing development work. The Work Manager
communicates with the agents of the application
development process with software tools that per-
form some actions and with human beings who
perform the creative tasks in development.
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The use of tools is key to productivity. Tools have
been employed from the very outset of software
engineering, the earliest being assemblers and com-
pilers. Incorporating the tool interface (see Figure
11) into the Work Manager relieves the user from
considerable clerical detail. The calling mechanism
is standardized and delegated to the Work Manager,
and storage of work objects and their retrieval is
performed under the control of the Work Manager
and is thus mechanized.

The information contained in the process model is
presented to the user in the form of a so-called “work
bench,” which allows access to the information, as
shown in Figure 13. It provides on-line help texts
and information about standards, for example.

Navigation. The application development process
model is presented to the user through the work-
bench interface in order to let the user choose the
next step(s). This navigation is subject to the con-
straints expressed in the process model, the data
dependencies between the defined activities, the suc-
cessor relations expressed in the process model, and
the constraints imposed by project management.
Furthermore the entry predicates and the exit asser-
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Figure 12 Components of an application development project
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tions must be taken into account. Depending on the
philosophy, the Work Manager will take more or
less initiative in suggesting what to do next. The
amount of control that the work process exercises
over the end user varies from very restrictive to very
liberal; that is, the to-do lists may prescribe the
sequence in which items have to be dealt with, or
may allow freedom of choice.

AD/Cycle work management in a cooperative envi-
ronment. Figure 14 shows how work management
fits into the AD/Cycle environment and illustrates
how the host and the programmable workstation
(PWS) cooperate.
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The integrity and consistency of the overall applica-
tion development process is maintained at the host.
User interaction, on the other hand, is primarily
handled by the pws, following Common User Inter-
face (CuA) rules” and exploiting the graphics capa-
bilities of the workstation. Thus the Work Manager
consists of two closely cooperating components: one
on the host and one on the pws. This cooperation is
implemented by means of the communication facil-
ity between the workstation and the host.

Tools are invoked by the Work Manager, directly or
indirectly, on behalf of a user. The Work Manager
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Figure 13 Schema of a work bench
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is sensitive to the return information reported back
by tools and translates it into status information.

Host and workstation tools can be defined to the
process model; tool invocation on the PWS exploits
workstation services. The pPws can invoke host tools
by requesting them as services from the host Work
Manager, and vice versa.

Summary

The pressing user requirements on the quality of
software, and thus on the application development
process, make an automated approach necessary.
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The clear definition of an application development
process model, defining the steps to be followed and
the work objects to be created, can be considered a
necessary part of application development in addi-
tion to the separation of process and product func-
tion.

The requirement for computer-supported work
management has arisen because of the complexity
of the development process, the multitude of work
objects, and the complexity and diversity of today’s
tools. A summary of the major requirements follows:

~ Allow an application development process model
to be defined, dynamically modified, and moni-
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Figure 14 Cooperative application development work management

TO-DO LIST

HOST
HOST TOOLS
INFORMATION MODEL
_fx

i B -‘j ------------- g
! APPLICATION DEVELOPMENT PROGESS MODEL WORK MANAGEMENT |
1 |
I !
i 1
t 1
| |
I I
| |
] !
i I
i 1
i !
: | COM
| !
| !
[ 1
| {

PROGRAMMABLE ! !

WORKSTATION | |
T T
! : COM
I t
i !
i |
i 1
| |
\ 1
| I
| I
| I
i t
i |
| 1
{ \
| |
l |
| !
| I
| 1
| !
I |

WORK MANAGEMENT N

PROGRAMMABLE WORKSTATION TOOLS

206 CHROUST, GOLDMANN, AND GSCHWANDTNER IBM SYSTEMS JOURNAL, VOL 29, NO 2, 1990




tored, measured, and improved. It has to be adapt-
able to specific enterprise needs.

e Allow individual processes to be derived from the
application development process model and inter-
preted by a work manager. The system should
allow for navigating through the process and for
extracting to-do lists for individual users or user
groups.

¢ Assist the user in performing the work by provid-
ing easy, automated, and standardized access to
the work objects stored in the Repository Man-
ager.

e Make it easy to access the right tools at the right
time. Tools are used to implement the steps de-
fined in the process model. This means that the
role for each tool participating in the process has
to be defined.

e The enforcement of the process should be adapt-
able to impose more or less discipline, as required
for individual projects. Different styles of process
management should be supported, from manual
choice of the next step to the completely automatic
navigation through the process.

e Provision of a project management interface for
planning and controlling process resources is nec-
essary.

e The system has to conform to the Systems Appli-
cation Architecture™ (sAA™) requirements and fol-
low the cuA standards. It must be integrated with
AD/Cycle by relying on the AD information
model. It should use the Repository Manager and
be compatible with the AD/Cycle tool strategy.

Thus work management for AD/Cycle offers a total
systems approach to application development, mak-
ing the model of the process accessible on-line to the
software developer, project manager, and other per-
sonnel involved. The use of work management re-
sults in a more systematic, professional, and trans-
parent application development process, which in
turn manifests itself in higher quality and productiv-
ity, and thus in reduced cost.
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